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ABSTRACT OF THE DISSERTATION

Ficus: A Very Large Scale
Reliable Distributed File System

by

Richard George Guy, II
Doctor of Philosophy in Computer Science
University of California, Los Angeles, 1991

Professor Gerald J. Popek, Co-Chair
Professor Walter J. Karplus, Co-Chair

The dissertation presents the issues addressed in the design of Ficus, a large
scale wide area distributed file system currently operational on a modest scale
at UCLA. Key aspects of providing such a service include toleration of partial
operation in virtually all areas; support for large scale, optimistic data replication;

and a flexible, exter.s1ble modular design.

Ficus incorporates a “stackable layers” modular architecture and full support
for optimistic replication. Replication is provided by a pair of layers operating in
concert above a traditional filing service. A “volume” abstraction and on-the-fly

volume “grafting” mechanism are used to manage the large scale file name space.

The replication service uses a family of novel algorithms to manage the prop-
agation of changes to the filimg environment. These algorithms are fully dis-
tributed, tolerate partial operation (including nontransitive communications),

and display linear storage overhead and worst case quadratic message complexity.



local area network services into the wide area network arena are network perfor-
mance and scale.?

1.1 Network performance

From its inception, the ARPANET has primarily used transmission lines with
much less bandwidth than an 1/O channel on a typical host. The bandwidth ratio
in the early 1970’s was typically 1:200 (56 Kb/s ARPANET : 12 Mb/s UNIBUS);
by the late 1980, the ratio approached 1:4,000 as common workstation 1/0
bus rates exceeded 200 Mb/s (VME bus). The dramatic difference between 1/0
bus and network capacity forced network clients to be conscious of the network
presence and conservative in its use.

In contrast, the 10 megabit per second local area network transmission rates
of the early 1980’s closely matched minicomputer I/Q bus rates of the day. This
similarity of bandwidth encouraged system designers to utilize network facilities
in new ways, such as distributed file systems. The concept of network trans-
parency became fundamental, much as virtual memory was accepted a decade
earlier. Even with an order of magnitude difference in bus and network band-
width today, local area network services continue to expand and be effective.

DARPA Internet sponsors are currently responding to the bandwidth dispar-
ity. A new Internet “backbone” with a bandwidth greater than one megabit
per second is being installed in the United States. Over the next few years, the
bandwidth will increase into the gigabit per second range as optical fibers replace
copper wires as the primary transmission med;a. This realignment of network
transmission capacity and host I/O bus rates lays a necessary portion of the
foundation to provide wide area services that traditionally have been limited to
local area networks.

Another important network performance parameter is latency induced by
transmission delay. An inherent delay of 30 milliseconds is incurred by a transcon-
tinental round trip message traveling at the speed of light. (The delay increases
to % second for geosynchronous satellite channels.) Services such as interprocess
communication and remote procedure call for which the local latency is usually

measured in microseconds are dramatically affected by large inherent latencies.

’In reflecting on Carnegie-Mellon University’s network, Mahadev Satyanarayanan com-
ments, “The change that would most substantially improve the usability of Andrew [CMU'’s
campus-wide distributed system] would be a distributed file system that completely masked
failures from users and application programs. It is stiil an open question whether this goal is
achievable in conjunction with good performance and scalability.” [Sat88]



multiply-linked network of communications controllers with an irregular topology.
Adaptive routing algorithms are used to locate, evaluate, and select alternate
communications paths. In two decades of operation, network partitioning has
rarely occurred.3,

The ARPANET solution is no panacea, however. Multiple {long-haul) links
are quite expensive from an economic standpoint; in fact, the new Internet back-
bone is composed of just a few well-connected regional hubs that interface to area
networks. Nevertheless, there continue to be single points of failure which can
inhibit communication [Neu87]. A regional hub failure may isolate a significant
portion of the network; a gateway or host failure may isolate just a few hosts, or
prevent access to data managed by a failed or inaccessible host.

Although partial operation is unavoidable in a large scale, wide area network,
its detrimental effects can often be minimized. A wide area fle system Is an
example of a valuable service that can, but need not, be rendered impotent
by partial operation. As with the ARPANET communications links example,
redundancy at one or more levels is the primary tool for counteracting partial
operation’s negative consequences. This work proposes data replication as an
affordable approach to cope with partial operation in a wide area file system.

1.2.2 Data replication

Data replication techniques combat the problems of partial operation by using
redundancy to avoid a single point of failure (the data). Rather than accessing a
specific single copy, a client accesses a varying subset of data replicas. The number
of copies accessed depends on the consistency method used, but the probability of
successfully accessing a subset which satisfies the consistency criteria is expected
to be greater than or equal to the probability of successfully accessing a particular
copy.

A number of data replication methods have been incorporated into local
area network file system services: LOCUS [PW85], ROE [EF83], Isis [Bir85],
PULSE [TKWB85), Eden [PNP86], Guardian [Bar78], Saguaro [PSA87], Gem-
ini [BMP87], GAFFES [GGK87], and a UNIX United variant [Bre86]. Most
assume that the number of copies is small, and that they are stored among a
small number of hosts. A further assumption is that failures are rare, or of suf-

3Three notable exceptions: the 1987 partitioning resulting from a single broken fiber despite
7-fold redundancy [Neu87), the 1980 complete network failure which occurred when a single bit
was dropped from a widely propagated status word [Ros81], and the 1988 Internet worm catas-
trophe which prompted many sites to preemptively shutdown as a means of protection [Spa89)



1.4.1.1 Target environment

The available pool of candidate cooperating installations is the DARPA Internet
community, in which UNIX is the predominant software environment. Of the
various UNIX versions in common use, SunOS (Sun Microsystem’s UNIx imple-
mentation) is attractive. The pPrimary attraction is an interna] design that readily
supports multiple filesystem implementations; a secondary benefit is that SunOS
is widely used within the Internet.

1.4.1.2 Leveraging via stackable layers

Since this research focus is large scale issues, and not file system services in
general, it is desirable to leverage existing (and future) services wherever possible.
Primary candidate services are raw disk management and network transport of
file data.

The virtual file system interface enables file system services to be leveraged
In an interesting way: a novel file system service can be added, which utilizes
existing services as though it (the novel service) was simply a routine client (such
as a system call). This organization results in a “stack of layers” in which each
layer exports the same interface,

In addition to its leveraging benefits, the stackable layers concept allows trans-
parent services to be added. For example, a generic file system performance
monitoring layer can be “slipped in” between any two stacked layers sharing the
virtual file system interface.

This work uses the stackable layers model as an aid to designing and imple-
menting large scale file system services. The existing UFS (UNIX File System)
and NFS (Network File System) services within SunOS are used to provide disk
management and network transport services, respectively. A new layer (or layers)
is constructed that supports the virtual file system interface, and which uses UFS



e local autonomy for name management
¢ compatibility with embedded names in existing software

e support for large numbers of hosts, clients, and files

Existing naming schemes fail to meet one or more of these goals.

A testbed environment composed of existing installations necessarily places
some limitations on the design of a naming scheme. For example, the choice of
SunOS as a base system implies that the name space syntax must be compatible
with the UNIX naming scheme. These limitations are not significantly constrain-
ing, however. The tree-structured UNIX name space can be supported within the
context of a more general model, such as a directed acyclic graph.

The goals of simplicity and support for large scale suggest that some form
of hierarchy serve as the name space model. It is not immediately clear how to
integrate a few million existing, disjoint instances of the UNIX name space into
a hierarchy that meets all of the design goals. Major issues of name space design
and supporting mechanism must be addressed.

1.4.2 Distributed access

The file system service must be able to locate a file and provide access to it
based solely on a client-provided, location transparent file name. Every host
supporting the large scale name space should be able to efficiently locate any file
named within the name space, and then support low-overhead read and update
access.

1.4.2.1 Volume mapping

Ideally, the logical organization of a name space is unrelated to the physical
location of the files themselves. In practice, effective resource management is
achieved by physically grouping files with logically related names, yielding what
is sometimes called a volume.* A name space, then, is structured as a hierarchy
of volumes, each containing a rooted hierarchy of file names.

In existing distributed file systems, the macro-organization of volumes is usu-
ally represented as a table of mappings between names and volume roots. The

*Volumes were introduced in the Andrew File System [HKMS88]; they are used here in similar
ways, but with important differences in implementation and detail.



1.4.3 Replication

Large scale distributed systems inherently possess two unpleasant characteris-
tics, partial operation and significant communications latency. Data replication
techniques have been applied to small scale local area systems to address partial
operation and latency problems (although they are much less pronounced). This
suggests that replication has the potential to ameliorate these problems in large
scale systems.

Data replication methods maintain multiple copies of data, but strive to
present the client with the illusion of a single, highly available file. Major is-
sues include replica consistency, management algorithms, and client interface.

1.4.3.1 Consistency

Almost all existing and proposed replication mechanisms adhere to serializability®
as a consistency definition. It is not clear, however, that enforcing strict serializ-
ability is appropriate for all, or even most, file usage in a large scale, wide area
systermn.

Serializability protects applications from interfering with each other. Existing
serializability enforcement techniques place substantial availability constraints on
access, often trading off read availability requirements against update availability.

For example, the primary copy [AD76] strategy requires that all updates to a
file be performed on a designated copy; other copies may be brought up to date
in parallel with the designated copy, or at a later time. Read-only access may be
serviced by any accessible copy. In this case, read availability is very high, but
update availability is no greater than with a single copy.

The majority voting technique [Tho78] ensures that every update is applied
simultaneously to (at least) a majority of replicas. Read access which is to be
followed by a related update must involve at least a majority of replicas, to
guarantee that the latest version of the file is read.

Quorum consensus [Gif79)] is a generalization of the basic voting approach,
in which replicas are a priori allocated fixed, but possibly differing quantities of
votes, and read and update quorums can be assigned different thresholds. The
sum of the thresholds must be one greater than the number of replicas, but the
update threshold must always be greater than one half of the number of votes.

*Informally, serializability requires that all client actions be logically orderable in a serial,
non-concurrent fashion. The actions themselves may be physically concurrent, but their logical
order must be serial.

10



responding components of another vector. Otherwise, concurrent update activity
has occurred.

Concurrent updates are assumed to represent conflicting unsynchronized ac-
tivity until some semantic-knowledgeable agent declares the conflict to be re-
solved. For many concurrently updated files, only the client can determine how
the conflict is to be resolved. But concurrent updates can also be applied to the
name space itself. Since the name space is closely managed by the name service,
the potential exists for automatic resolution of concurrent name space updates.

A name space reconciliation service must first determine what updates should
be propagated to a particular replica, and then apply those updates to it. The
major issue here is how the reconciliation service learns which updates have oc-
curred.

One approach is to maintain replica-specific update logs. The reconciliation
service compares replicas’ logs, identifies those updates which haven't been ap-
plied to the replica in question, and applies them to the replica and makes an
appropriate log entry. Log entries should be garbage collected when they are no
longer relevant, i.e., when each replica has applied the update; an algorithm such
as that used in Jefferson’s Global Virtual Time [Jef85] might suffice.

Name space update logs bear a striking resemblance to the name space to
which they refer. It is therefore interesting to consider coalescinig or embedding
the log into the nime space. Major benefits include a reduction in space overhead
and the reduced complexity of managing only one structure.

This research investigates a log-less approach in some depth and develops a
new class of low-overhead garbage collection algorithms. The algorithms place
few requirements on underlying communications services, in that the topology
may be arbitrary and continuously changing; no ordering of replicas is needed;
global storage requirements are quadratic in the number of replicas, with a small
coefficient (a few bits per replica); worst-case message complexity is quadratic,
with message length as a linear function of the number of replicas.

This work incorporates these new garbage collection algorithms into the name
space reconciliation service for' OCA. Further research is needed to extend the
basic algorithms to support dynamic growth and/or reduction of the number of
replicas. Early indications suggest that growth is fairly easy to support, and
reduction is more difficult.

12



of the family of two-phase algorithms used in optimistic replica management
(Chapter 3). Chapter 4 summarizes the research and the conclusions which can
be drawn from it, and finally suggests future directions in which this research
could readily proceed.

1.5 Related work

The primary collections of related work are found in distributed file systems liter-
ature and replica management research. A brief summary of significant research
follows.

1.5.1 Distributed file systems

Several interesting distributed file systems have appeared in the last decade. They
are reviewed here, along with relevant file access studies.

1.5.1.1 Important system implementations

The file systems mentioned here all support some form of nefwork transparency.
Each supports distributed access and location transparent naming. The extent
to which name transparency is supported varies widely: it is guaranteed in some
(e.g., LOCUS), and must be provided by convention in others (e.g., NFS),

e LOCUS
The LOCUS [PWS85] distributed operating system provides clients with
the illusion of a very large, highly reliable single system. The (research)
LOCUS filesystem provides extensive file replication services. Within a
single partition, a very high degree of file access consistency is maintained.
Concurrent, partitioned updates are tolerated, and detected later through
the use of version vectors [PPR83].

LOCUS is intended for small scale environments, such as that typified by
office environments using a local area network. Each node regards the
others as peers, independent of their functionality.

e NFS
Sun Microsystem’s Network File System is a distributed file system. Rep-

the ‘natural’ tree is the Ficus benghalensis, commonly known as the Banyan tree, a fig species
renowned for a wide-branching visible root structure seemingly grafted high onto a main trunk.

14



Deceit appears to clients to be an extension to an NFS environment. [t also
supports a file versioning mechanism similar to that found in the VAX/VMS
operating system.

1.5.1.2  File access/placement studies

Three comprehensive file system activity traces have beep performed, one in
a commercial mainframe setting [Smi81] and two in university UNIX environ-
ments [OCHSS, Flo86b]. These traces form the basis for a number of analy-
ses [Smi81, OCHS5, MB87, Kurss, Flo86b, Flo§6a).

These studies generally showed that a few files recejve a large portion of file
accesses; most files accessed are small, and read sequentially in their entirety.
A significant amount of working-set type locality was observed: a reference to
a file was frequently followed by another reference to the same file, and with
lesser frequency to a file located within the same file directory. Careful cache
management strategies were shown to be extremely useful in reducing /O and
other file system overhead. Little file sharing occurred, with the exception of a
few heavily accessed (for read) system files.

1.5.2  Replica management

In the past twenty years, dozens of published papers have described various replica
Mmanagement protocols. It is convenient to classify the protocols according to
several criteria: failure mode assumptions, pessimism abouyt concurrent updates,
and mutual exclusion methodology. Specific replicated file system and directory
Mmanagement proposals are also discussed.

1.5.2.1 Limited fajlure modes

Early work on replica management assumed that inaccessible replicas had com-
pletely failed; in this model, communications failures “do not occur.” Ellis’ [Ell77)
ring-oriented broadcast strategy utilized update history logs to recover failed
replicas. Despite its limitations, various improvements have been proposed, and
utilized in implementations. An improved atomic broadcast technique reduced
the overhead [JB86] and was incorporated in the Isis kernel [Bir85].

16



Dav84, Wri83]. Optimal ex post facto analysis of updates to determine which
should be backed out is an NP-complete problem [Dav84, Wri83], so some updates
may needlessly revoked for the sake of efficient analysis.

Optimistic non-serializable approaches have been proposed for computer con-
ferencing [Str81), commercial information retrieval services [ABG87], bulletin
board [BJS86], databases [BK85, SKS86, GAB83, All83, Fai8l), and file direc-
tories (FM82, PPR83, Guy87]. Most of these base correctness criteria upon the
semantics of the data and the operations performed.

1.5.2.4 Replicated directory management

The directory replication problem has received particular attention because of the
central role it plays is designing a highly reliable distributed file system. A wide
range of directory replication mechanisms have been proposed, from serializable
to non-serializable.

Fischer and Michaels [FM82] presented the first detailed examination of direc-
tory replication. They recast the problem as a replicated dictionary problem, to
focus on the basic insert and delete operations common to each. Unsynchronized,
concurrent directory modifications are resolved via timestamps.

Various inefficiencies in Fischer’s work were addressed by Allchin [All83].
Wuu [(WB84] offered further improvements. Unfortunately, the successive im-
provements reduced communications complexity at the expense of storage com-
plexity: each replica in Wuu's scheme is required to maintain a version matrix.

Bloch [BDS84] utilized weighted voting in a serializable approach to directory
replication. A novel scheme was adopted in which no single directory replica need
(or can be assumed to) contain a true picture of the directory’s status. Several
replicas must be consulted to compose a correct view of the directory. Bloch’s
approach is inexpensive for interrogating or adding to a directory, but expensive
for deletions.

Guy [Guy87] proposed a non-serializable solution in the spirit of the LOCUS
system. It is based on Parker’s version vectors [PPR83|, and supports a wider
range of semantics than the earlier work by Fischer, et al. A novel feature of this
method is that it tolerates conflicting updates after the conflict is discovered.
(Earlier techniques made an immediate decision on how to resolve the conflict;
the haste often resulted in unpleasant effects, such as loss of a newly created file.)

18



Symbolic file system File directory manipulation
Basic file system Fie meta-data access and management

Protection Access control verification

Logical file system Access methods and file structure
Physical file system Logical to physical address mapping

Device strategies Initiate [/O, manage buffers, allocate storage

Figure 2.1: Madnick’s hierarchical file system design (top-down).

vices into discrete levels of abstraction in which each level communicates only
with its immediate upper and lower levels. The resulting static organization
provides a framework for implementing a file system, such as the six-layer file
system design proposed in Madnick and Donovan [MD74] (see Figure 2.1). The
argument presented by Madnick, et af for modularity is the traditional one of
complexity management, both for ensuring logical completeness and for debug-
ging and quality assurance.

Operating systems have traditionally supported exactly one file system. Sun
Microsystems’ SunQS! implementation of UNIx2 incorporates a switch which al-
lows multiple file system services to co-exist comfortably within a single operating

system.3

The Virtual File System (VFS) switch mechanism [Kle86] is designed around
a vnode data structure which implements a stylized interface between a file system
and other portions of the operating system kernel. The interface is essentially
an information hiding technique that exports a set of operations (analogous to
methods in object-oriented terminology); all data is private to some vnode, and
can only be accessed via supplied vnode operations.

The apparent initial motivation for the VFS switch was to support transpar-
ent remote file access without embedding remote access mechanisms within the
existing (local access) file system implementation (K1e86]. In SunOS, local filing
service is handled by the UNIxX File System (UFS), while remote access is pro-

*SunOS is a trademark of Sun Microsystems, Inc.

>UNIX is a trademark of AT&T.

*A number of other UNIX implementations now also provide file system switches. These
include AT&T’s File System Switch in Unix System V Release 4, Digital’s Generic File System
for ULTRIX [RKH86), and the 4.3-Reno BSD (Berkeley Standard Distribution) [KM86].

20



explicitly for simuplifying the implementation of network protocols. Primary fea-
tures of the z-kernel include a uniform interface to all protocols, late binding
between protocol layers, and a light-weight layer mechanism.

The z-kernel design is deliberately intended to encourage composition of pro-
tocol stacks on-the-fly, with run-time selection of layers supplying the appropriate
semantics. Layering efficiency is provided by using procedure calls, not context
switches, to pass information between layers. This economy is further used to
promote decomposition of protocols into multiple layers as a means of aiding
flexibility.

2.1.2 Observations

Operating systems and file systems have grown significantly in size and com-
plexity in the twenty years since Madnick’s proposal was presented. Greater
complexity has often manifested itself as a tendency towards monolithic sys-
tem implementations which increasingly defy adequate testing and verification,
and hinder improvements—especially those not conceived within the monolithic
framework.

In recent years, micro-kernels in systems such as Mach [ABG86, RBF 89] and
Chorus [RAA90] have emerged as a response to the monolithic implementations
of operating systems. However, little has been done to tackle the monolithic filing
service portion of most kernels. Adding any new features to a filing environment
is usually a daunting task which frequently requires reimplementation of much
of the file system. This situation generally prohibits all but the major operating
system vendors from providing and distributing new filing services, and even then
artificially limits the services which will be offered to those which are easily added
to the existing product.

The file system switch approaches are an important step in the modular di-
rection, but have yet to be accompanied by a decomposition of monolithic file
system services. A few interesting new services (e.g., RAM-based filing) have
been constructed, but all are layered onto a fairly standard UFS-type file system
base. The new services are therefore constrained by the services and semantics
offered by a UFS: access to lower level services within the UFS is not provided,
and services must be used even when their richness is unnecessary.

[t is also difficult to experiment with new lower level services. For exam-
ple, Rosenblum’s log-structured file system [RO91] for the Sprite operating sys-
tem [OCD88] provides UFS semantics, but uses a very different disk management
algorithm from that used by Berkeley’s Fast file system [MJL84]. The monolithic

22



WeIl-dgﬁned operations: The extensibility and address space boundary

quirementsimply that a layer may need to handle arguments for “unknow
operations. These arguments must he self-describing as to type, etc.

Stack fan-in, fan-out: A stack may actually be an acyclic graph, with fan
and fan-out at any level. Fan-in occurs when severa] higher layers stack or
common lower layer (as might occur when a file js concurrently accessed
several nodes); fan-out occurs when a layer is stacked upon multiple low
layers (as might be the case when several files stored on distinct nodes a
in use by a single client).

Scale: No artificial limits should be placed on the depth (number of layers) of

stack or on the breadth of fan-in or fan-out.

Dynamic compoesition: Stacks should be customizable on-the-fly, especial
when the layers to be added/removed are “invisible” ones, i.e., they a
semantics-free value-added layers, such as caching or monitoring layers.

Backwards compatible: Compatibility layers should be constructible whic
can encapsulate the new mechanism within the constraints presented t
older layering services. A lower compatibility layer allows the new mech.

2.1.4 Ficus layer mechanism

The Ficus layering mechanism meets most, but not all, of these requirements
It is derived from the SunOS VFS/vnode technique, but is much more flexibl,
and powerful than its predecessor. The mechanism is described in detajl by it
designer in [HP90, HP9la]; the material that follows summarizes that work.

A Ficus layer is defined to be a set of operations which can be applied to a
vnode data structure. A vnode structure embodies a layer’s concept of a file. [t
normally contains a list of operations which can be applied to the vnode, and a

primarily a matter of implementing the desired operations for a new layer.

A vnode operation invocation contains a pointer to the vnode on which to
operate, the name of the operation, a pointer to the operation’s arguments, and a
template which defines the type of each argument. The layer mechanism maps the
operation name to the proper implementation of the operation for the indicated
vnode, and invokes the operation with the supplied arguments and template,

24



upper layer

transport layer
(upper half)

\

transport layer
(Iow::' half)y

lower layer

Figure 2.2: Stack with transport layer.

The generic transport layer maps every operation into a transparent bypass op-
eration, that is, one that simply transports an operation’s arguments and results.

2.1.4.2 Stack formation

A Ficus stack is defined by the graph formed by vnode-to-vnode pointers. Non-
linear stacks with fan-in and fan-out at various layers are commonly seen in
remote access and replication services. (For example, see F igure 2.6 on page 40.)

The “original” stacks in SunOS are constructed as a side-effect of the file
system mount service, whose primary function is to glue together disjoint portions
of the filing service name space. For expediency, Ficus overloads the mount service
to stack one layer upon another. (The mount service side-effect is to cause one
vnode to point to another.) Ficus stacks are therefore constructed bottom-up.

An unfortunate result of overloading the mount service in this manner s
that current Ficus stacks are defined g priori, static, and apply at a volume
granularity. Further mechanism must be constructed to store a stack description

at a file-by-file granularity, which in turn could serve as the basis for a typed
filing service.

The static nature of the current mechanism is not ideal. Some services, such
as caching or encryption, may be most usable in a dynamic fashion: clients
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that point in the hierarchy.

The traditional UNIX mounted filesystem mechanism has been widely altered
or replaced to support both small and large scale distributed file systems. Ex-
amples of the former are Sun’s Network File System (NFS) [SGK85] and IBM’s
TCF [PW85]; larger scale file systems are exemplified by AFS [Kaz88], Deco-
rum [KLA90], Coda [SKK90], and Ficus [GHM90, PGP91]).

In a conventional single-host UNIX system, a single mount table exists which
contains the mappings between the mounted-on directories and the roots of
mounted volumes. However, in a distributed file system, the equivalent of the
mount table must be a distributed data structure. The distributed mount table
information must be replicated for reliability, and the replicas kept consistent in
the face of update.

Most distributed UNIX file systems to some degree attempt to provide the
same view of the name space from any site. Such name transparency requires
mechanisms to ensure the coherence of the distributed and replicated name trans-
lation database. NFS, TCF, and AFS each employ quite different approaches to
this problem.

To the degree that NFS achieves name transparency, it does so through con-
vention and the out-of-band coordination by system administrators. Each site
must explicitly mount every volume which is to be accessible from that site; NFS
does not traverse mount points in remotely mounted volumes. If one admin-
istrator decides to mount a volume at a different place in the name tree, this
information is not automatically propagated to other sites which also mount the
volume. While allowing sites some autonomy in how they configure their name
tree is viewed as a feature by some, it leads to frequent violations of name trans-
parency which in turn significantly complicates the users’ view of the distributed
file system and limits the ability of users and programs to move between sites.
Further, as a distributed file system scales across distinct administrative domains,
the prospect of maintaining global agreement by convention becomes impossible.

IBM’s TCF, like its predecessor Locus [PW85], achieves transparency by rene-
gotiating a common view of the mount table among all sites in a partition every
time the node topology (partition membership) changes. This design achieves
a very high degree of network transparency in limited scale local area networks
where topology change is relatively rare. However, for a network the size of
the Internet, a mount table containing several volumes for each site in the net-
work results in an unmanageably large data structure on each site. Further, in
a nationwide environment, the topology is constantly in a state of flux; no algo-
rithm which must renegotiate global agreements upon each partition membership
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in Ficus is represented by a set of volume replicas which form a maximal, but
extensible, collection of containers for file replicas. Files (and directories) within
a logical volume are replicated in one or more of the volume replicas.® Each indi-
vidual volume replica is normally stored entirely within one UNIX disk partition.

Ficus and AFS differ in how volume location information is made highly
available. Instead of employing large, monolithic mount tables on each site,
Ficus fragments the information needed to locate volumes and places the data
for an individual volume in a graft point (the mounted-on directory).1°

2.2.3 Graft points

A graft point (see Figure 2.5) is a special file type used to indicate that a (specific)
volume is to be transparently grafted at this point in the name space. Grafting is
similar to UNIX filesystem mounting, but with a number of important differences.

A graft point maps a set of volume replicas to hosts, which in turn each
maintain a private table mapping volume replicas to specific storage devices.
Thus the various pieces of information required to locate and access a volume

replica are stored where they will be accessible exactly where and when they will
be needed.

A graft point contains a unique volume identifier and a list of volume rep-
lica and storage site address pairs. Therefore, a one-to-many mapping exists
between a graft point replica and the volume replicas which can be grafted on
it. Each graft point replica may have many volume replicas grafted at a time.
The particular volume to be grafted onto a graft point is fixed when the graft
point is created, although the number and placement of volume replicas may be
dynamically changed.

A graft point may be replicated and manipulated just like any other object (file
or directory) in a volume. It can be renamed or given multiple names: it can be a
replicated object itself, with replication parameters independent of the referenced
volume. Since a graft point resides in a “parent” volume, although referring to
another volume, the graft point is subject to the replication constraints of the
parent volume. There is no requirement that the replication factor (how many
replicas and their location in the network) of a graft point match, or even overlap,

®Each volume replica must store a replica of the root node; storage of all other file and
directory replicas is optional.

'%In the sequel, the term “graft” and “graft point” is used for the Ficus notion of grafting
volumes while the mount terminology is retained exclusively for the UNIX notion of mounting
filesystems.
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that of the child volume.

As it happens, the format of a graft point is compatible with that of a direc-
tory: a single bit indicates that it contains grafting information and not file name
bindings. The syntactic and semantic similarity between graft points and normal
file directories allows the use of the same optimistic replication and reconcilia-
tion mechanism that manages directory updates. (See Section 2.3 and Chapter 3
for details of these mechanisms.) Without building any additional mechanism,
graft point updates are propagated to accessible replicas, conflicting updates are
detected and automatically repaired where possible, and reported to the system
administrators otherwise.

Volume replicas may be moved, created, or deleted, so long as the target
volume replica and any replica of the graft point are accessible in the partition
(one copy availability). This optimistic approach to replica management is critical
as one of the primary motivations for adding a new volume replica may be that
network partition has left only one replica still accessible, and greater reliability
is desired.

This approach to managing volume location information scales to arbitrarily
large networks, with no constraints on the number of volumes, volume replicas,
changes in volume replication factors, or network topology and connectivity con-
siderations.

2.2.4 Volume and file identifiers

When a file is created, it is given a globally unique, static identifier that is carried
by the file (its replicas) throughout its existence. A Ficus file identifier has several
components, but at its highest level of abstraction, it is a tuple (volume-id, file-
id). The volume-id component is a globally unique identifier for the volume, while
the file-id component is unique within that volume.

Partial network operation should not hinder a host’s ability to create new
volumes, so each host must be able to issue new volume-ids on its own. Prior
to system installation, each Ficus host is issued a unique value as its allocator-
id which the host can use in conjunction with a non-decreasing counter to is-
sue globally unique volume-ids. A volume-id is, therefore, a tuple (allocator-id,
counter-value).

Allocator-ids are issued by a central (possibly offline) service. Ficus allocator-
ids contain space for two fields the size of an Internet host address. In most
cases, one field will contain existing Internet host addresses; the other field is
present to allow easy integration of existing host identifiers from other networks.
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If the volume in which the graft point resides is itself a replicated volume,
the graft point containing the volume replica location information may also be
replicated. If each parent volume replica which stores the directory in which the
graft point occurs also stores a copy of the graft point, the location information is
always available whenever the volume js nameable. There is very little benefit to
replicating the graft point anywhere else and considerable loss if it s replicated
any less.

In the course of expanding a path name, a directory is first checked to see if it
is actually a graft-point. If 50, and a volume replica is already grafted, pathname
expansion simply continues in that volume replica’s root directory. More than
one replica of the grafted volume may be grafted simultaneously, but if no grafted
replica is found, the system must autograft one of the volume’s replicas onto the
graft point.

A graft point is a table which maps volume replicas to their storage site. The
sequence of records in a graft point table is in the same format as a standard
directory and hence may be read with the same operations used to access direc-
tories. Each entry in a graft point is a triple of the form (volume-id, replica-id,
hostname), identifying one replica of the volume to be grafted. The volume-id is
a globally unique identifier for the volume. The replica-id identifies the specific
volume replica to which the entry refers. The hostname identifies the host which
is believed to house the volume replica.!* The system then uses this informatjon
to select one or more of these replicas to graft. If the grafted volume replica is
later found not to store a replica of a particular file, the system can return to
this point and graft additional volume replicas as needed.

In order to autograft a volume replica, the system calls an application-level
graft daemon on its site. Each site is responsible for mapping from volume and
replica identifiers to the underlying storage device providing storage for that
volume. If the hostname is local, the graft daemon looks in the file /etc/voltab
for the location of the underlying volume to graft. If the hostname is remote,
the graft daemon obtains a file handle for the remote volume by contacting the
remote graft daemon (similar to an NFS mount; see [SGK85]) and completes the
graft.

The system caches the pointer to the root directory of a grafted volume replica
so that the graft point does not have to be fully reinterpreted each time it is
traversed. (The cache supports pointers to multiple replicas for a single volume.)
The graft of a volume replica which is not accessed for some time is automatically

"'Currently hostname is an Internet host address; it could equally well be a Domain Naming
System identifier or one from any other host naming or addressing mechanism.
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id, repl-id) is encoded as printable ASCII characters in the name field of the
directory entry, while the hostname component constitutes the contents of the
named file.

When a new child volume replica is created, an entry for the new replica
(consisting of a new file and associated directory entry) is placed in one graft
point replica. The Ficus file and directory automatic update propagation service
sees to it that the new graft point data is propagated to all other graft point
replicas.

When a volume replica is moved from one host to another, the file contents {at
one graft point replica) are simply updated to reflect the new hostname. Should a
graft point entry be concurrently updated in two graft point replicas, the normal
file update conflict detection mechanism will notice that state of affairs and flag
each replica in conflict. Similarly, if a graft point entry is updated in one graft
point replica (to indicate that the child volume replica has moved to a new host),
and concurrently deleted in another graft point replica (to indicate that access
to the child volume replica is no longer possible for some reason), the regular
file remove/update conflict detection mechanisms detect the conflict. Standard
(manual) conflict resolution tools must then be used to resolve the conflict. In
the meantime, access to the file data (i.e., the hostname) will be blocked as usual
for conflicted files.

If a volume replica is destroyed, the graft point entry is eliminated by simply
removing the directory entry for that particular volume replica in one graft point
replica. Update propagation and directory reconciliation ensures that the other
graft point replicas also receive notification of the change.

In general, graft point data is self-validating upon use: if it is wrong in some
way (perhaps the replica has been destroyed or moved to a new host) the queried
host will respond negatively to a graft request, and the autograft mechanism will
try some other replica.

2.2.8 Volume summary

The Ficus volume design is the foundation for a very large scale file system
name service. It supports a very large number of volumes and volume replicas,
in a flexible manner. Autonomous control of volume creation, placement, and
destruction is inherent, as are location transparency and name transparency.
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Figure 2.6: Typical Ficus layer stack.

The early prototype of implementation of the replication layers was largely
successful in regards to leveraging, but demanded an ever-increasing investment
in techniques to compensate for features not anticipated by the UFS, NFS, and
VIS designers. In response to this problem, the design and implementation of
Ficus has moved steadily towards the development of services better attuned to
replication in particular, and stackable layers in general. The design described
here is an enhanced version of an earlier one; it reflects the experience gained
with layering and leveraging. Current implementation status is indicated as the
discussion proceeds.

The Ficus file replication service is packaged as a pair of stackable layers,
each building upon the abstractions provided by lower layers. Figure 2.6 shows
a typical Ficus layer stack.

The logical layer provides to its clients (i.e., layers above it) the abstraction
of a single-copy, highly available file. The physical layer implements the concept
of a file replica. Underneath the physical layer is a persistent storage layer with
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full transaction semantics.

2.3.2.1 Replica selection

Three issues determine which, if any, of accessible replicas appropriately serves
the client: consistency policy, cost of replica access, and cost of the selection
process itself.

Replica selection primarily occurs at file open, that is, when the logical layer
performs a lookup operation for a client. If the client specifies a particular
replica, file version, or minimum file version, the logical layer will strive to locate a
qualifying replica. An error is returned if no appropriate replica can be accessed.'®

If a particular replica or version is not specified, the logical layer consults a
version cache indicating the greatest version of each file opened by the layer.!4
The cache value (if present) is used as an advisory minimum value: if no com-
patible replica is accessible, an accessible replica will be selected.

Except when a particular replica is specified, replica selection must decide in
which order to consult replicas for compatibility and eventual service to clients.
The most important factor is nearness (cost of access), but transparency at several
levels in Ficus makes it difficult to distinguish degrees of nearness or cost. It is
relatively easy, however, to determine if a physical layer is on the same host as
the logical, so a trude distinction between local and not-so-local can be made.
Ficus exercises a preference for local replicas.

After nearness, Ficus currently uses a random order to consult replicas. Rep-
lica selection ceases with discovery of a compatible replica, even though some
other {unconsulted) replica with a greater version may exist and be accessible,

Composing a list of file replicas to consult during replica selection is a bit
complex because Ficus supports dynamic, selective replication of volumes and
files. A volume may be replicated any number of times, and stored by arbitrary
hosts. The number and placement of volume replicas is dynamic. Similarly,
the number of file replicas is dynamic within the constraints of the replication
parameters of the volume that contains the file. (More details may be found in
Sections 2.2 and 2.3.3.)

The physical layer ensures that a (minimally skeletal) file replica can always
be accessed for a nameable file. A skeletal replica contains a replica list, which
replica selection uses as a starting point. (Because replica placement is dynamic,

13Replica selection tries to access a replica no more than once per replica, per selection.
14The cache is volatile, large, but finite sized.
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Figure 2.7: File update notification and propagation.

An update notification daemon periodically wakes up and services the queue,
sending out notification via multicast datagram to all replica storage hosts that a
new file version exists. Notification is a best-effort, one-shot attempt; inaccessible
replicas are not guaranteed to receive an update notification later.

Ficus’ reliance upon optimism releases it from the burden of ensuring that
an update notification message is successfully delivered and processed by the
receiver. If the receiver fails to update its replica for whatever reason, it is
assured that it will eventually learn of the update via the reconciliation daemon
running on its behalf. (See discussion below.)

An update notification is not necessarily placed on the queue as part of every
update. If the logical layer has received an open operation, it may delay placing
a notification in the queue until a close operation is received. If for some reason
a close operation never arrives, an update notification might not be sent, which
is analogous to a lost update notification message—perfectly acceptable by the
optimistic philosophy, since reconciliation will find out about it later.!®

The notification message contains the version vector (see Section 2.3.3) of the
new file version, and a hint about the site which stores that version. It is then
the responsibility of the individual replicas to pull over the update from a more

167 logical layer that is servicing a remote client via NFS (see Section 2.3.4.3) will never
receive an open or clese operation, so it may choose to issue an update notification for every
write operation. With optimism, this is all merely an optimization.
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every local replica is reconciled within finjte time, directly or indirectly, with every
other replica of that file. Since a volume has a natural tree-like structure at one
level, and a linear structure mnternally at a lower level, the “obvious” approach
for reconciliation is to reconcile files in one or another of the convenient orders.
Strict adherence to an order, however, is not robust to communication failure,

If communications between two nodes is likely to be interrupted at inter-
vals less than the length of time required by the reconciliation daemon to scan
through its local replicas and query the remote node, a fixed starting point must
be avoided so that files at the far end of the order are not victimized by starva-
tion. Further, reconciliation must not be hamstrung propagating a large file that
has been updated, but whose Pages cannot be transferred during an operational
interval. Reconciliation must either reconcile files in a random order, choose a
random restarting point each time, or be able to skip over problematic files.

The overall cost of reconciliation among a set of replicas is determined in part
by the inter-node pattern in which reconciliation occurs. If each node directly
contacts every other node, a quadratic (in the number of nodes) message com-
plexity results, but if indirect contact (through intermediate nodes) is used in
an optimal fashion, a small-coefficient linear complexity can be achieved. The
interesting problem here is to exploit indirect reconciliation when inter-node com-
munication is in excellent condition (to avoid quadratic complexity costs), but
gracefully handle degraded communications when the degradation follows no pre-
dictable pattern and may be quite volatile. The Ficus solutjon uses a two-node
protocol that tends to structure indirect communications in a ring topology when
communications links permit, and automatically adjusts to a dynamic tree topol-
ogy in response to changes in the communications service.

The current Ficus reconciliation implementation is somewhat simpler than
the above design. It performs a breadth-first walk of a volume replica (always
beginning with the root directory), communicating with a single other replica per
walk. Reconciliation also steps through the volume replica list in a round-robin
fashion, without considering the currency of results from recent reconciliations
with other replicas.

2.3.3 Physical layer

The physical layer performs two main functions: it supports the concept of a
file replica and it implements the basic naming hierarchy adopted by Ficus. The
persistent storage layer underneath it provides basic file storage services.

The structure of the current Ficus physical layer reflects an early design de-
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concurrently at distinct replicas [Guy87].

In Ficus a directory update is either an insert or delete of a directory
entry; rename is insert followed by delete. Concurrent directory entry insertion
may result in more than one entry with identical name fields. Ficus tolerates
this violation of directory semantics (all names are unambiguous within a single
directory) by setting the conflict flag on entries with ambiguous names. This flag
blocks normal name resolution pending client resolution of the conflict; it can be
ignored by request.

The primary issue faced by the directory reconciliation mechanism is ascer-
taining which entries have been inserted into the directory replicas, and which
have been deleted. To solve this problem, known as the insert/delete ambi-
guity [FM82], Ficus incorporates a logical deletion flag (the delete field) and a
two-phase algorithm to garbage detect logically deleted entries. The algorithm,
fully described in Chapter 3, uses the bitvector field to record its progress.

When a file 1s concurrently renamed, several new names result: each rename
instance inserts a new entry, and marks the old entry logically deleted. For normal
files, no conflict results even though the old entry may be “deleted” more than
once. (Repeated entry deletion is not possible in UNIX) A conflict does emerge
for concurrent directory rename, however.

Like UNIX, every Ficus directory contains a special entry (. .) that references
its parent directory. A directory rename, of course, must cause a . . entry to refer
to the proper parent directory. Ficus accomplishes this task by deleting the old

. entry and inserting a new one with the correct referent. Concurrent directory
rename results in a directory with multiple parents (one for each rename instance),
and multiple ambiguous .. entries in the directory itself, each referring to the
respective parent directory. The .. entries are marked in conflict, as usual,
so backward pathname resolution will fail with a name conflict error until the
conflict is resolved by removing all but one of the new directory names. Forward
resolution is not affected by ambiguous .. entries.

2.3.3.3 Extended UFS abstractions

The Ficus directory structure does not map cleanly onto a standard UNIX file
system due to the additional directory entry fields used in reconciliation and the
possibility of multiple directory names at one time. Ficus also requires a few
additional file attributes, such as the replication list and version vector, which do
not comfortably fit within the space normally reserved for attributes (the UFS
inode). Yet, an early design goal to stack upon an unmodified UFS remains
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use of a control file, i.e., a pseudo-file with a distinguished name known to both
layers as the channel over which version vectors are to be passed. NFS caches file
data blocks, so a repeated read on the control file frequently returned the cached
block without actually querying the next layer--the required course of action.
To defeat caching, a mechanism that cycles read request offsets through a large
cycle was employed. This was not immediately successful, as NFS maintains a
notion of file size so that it can optimize for read requests to non-existent data
pages by simply returning a null page in response to such a read request, rather
than generating network traffic to transfer a “known” data page. The control
file mechanism had to be repaired so that it always reported to NFS that the file
“size” was larger than the cycle size in use.

The extensible vnode interface and bypass operation were developed in large
part due to unhappiness with the never ending set of counter-mechanisms being
employed to outsmart NFS. The extensible interface has been installed in the
current Ficus implementation, and it has been used to add a bypass routine to
the NFS layer so that the counter-mechanisms could be discarded.

2.3.4.2 Multi-layer NFS

The emergence of an ideal vnode transport layer suggests the possibility of re-
constructing NES as a pair of remote file service layers surrounding a vnode
transport layer. (Note that the original Ficus design attempted just the reverse:
to construct an ideal vnode transport layer around an NFS base.} Various bene-
ficial data page and attribute caching features of NFS are retained, but the core
protocol is different (see Figure 2.9).

In this design, the transport layer is common to both NFS and the Ficus logical
and physical layers. It can also serve as the basis for any future boundary-crossing
services, or be easily replaced in its entirety by a similar transparent service.

2.3.4.3 NFS compatibility

Altering the core NFS protocof renders the new NFS layer set incompatibie with
the standard NFS protocol suite, yet retaining NFS compatibility with non-Ficus
hosts is important. Examples of the power of layering, and the importance of
standard NFS compatibility, are evident when considering the utility of an NF$
layer placed above the logical layer or between the physical and UFS layers. Fig-
ure 2.10 displays several interesting possibilities. When an NF'S layer is above the
logical layer, an IBM PC running DOS and PC-NFS can access Ficus replicated
files without being aware that replication is occurring. Similarly, configuring NFS
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below the physical layer allows sites on which Ficus does not run to act as rep-
lica storage sites. This arrangement permits a Ficus site to store replicas on a
mainframe running MVS and NFS.'7

2.4 Synchronization

The optimistic consistency perspective is not universally appropriate: some ap-
plications require stronger consistency guarantees such as serializability. This
section considers the synchronization problem of coordinating access by multiple
clients (possibly on distinct hosts) to a single file; multi-file synchronization is
not directly addressed.

The goal here is to identify and address issues peculiar to the Ficus environ-
ment, especially the stackable layers architecture and the use of an optimistically
replicated filing service as a base. In the course of the discussion, a series of re-
lated synchronization service designs which provide successively greater flexibility
and robustness is presented. These designs implement standard approaches to
synchronization in the layered, optimistically replicated filing context by placing
a (multi-layer) synchronization service above the Ficus logical layer.

A complete design for a particular synchronization policy is beyond the scope
of this work. These designs are not currently implemented, nor are a few necessary
minor enhancements to the existing layering mechanism and logical and physical
layers.

2.4.1 Issues

Recall that the Ficus replicated filing service (see Figure 2.6, page 40) is con-
structed from three layers (logical, physical, UFS) whose execution environ-
ment(s) are intended to be set apart from the remainder of the operating system.
Recall also that a logical file is typically represented by multiple physical replicas.
In this context, several questions immediately arise. First, for whom is synchro-
nization to be provided? Second, what actions are to be synchronized? Third,
what is the subject of synchronization? A synchronization service must have
answers to each of these in order to be well defined.

17This has been demonstrated using a non-Ficus SunOS host; logistics hinder an MVS demon-
stration of the concept.
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vices is thus tightly confined to a single layer; the task of porting Ficus to other
environments focuses primarily on this layer, and few others.!8

Once the necessary client identification data has been obtained, the layer can
determine whether it already possesses (in a volatile database) an appropriate
capability to attach to the request, or whether it must first obtain a new capability
from the synchronization service. The default policy used when a client has
not provided a capability will vary according to environment. For example, in
an academic environment a reasonable policy might be that all non-capability
requests possessing the same credentials (UNIX user identifier, group identifier)
be treated as emanating from a single “client” and so should be associated with
a capability unique to that “client.”

The identification layer supports two similar sets of file access operations: the
standard set of operations (read, write, etc.) which do not include a capability
parameter, and a parallel set that contains a capability. The standard (non-
capability) operations consult the capability database so that a capability can
be attached to the request before it is passed on to the next lower layer. The
capability-included operations simply pass the request on immediately.

The important point here is that a synchronization service must assume that
some appropriate notion of “client” exists, even when that concept is not well
supported by either the host operating system or the layering methodology. A
combination of capabilities and a layer instituting a client abstraction satisfy this
requirement.

2.4.1.2 Client actions

The synchronization service acts as a funnel through which all file access requests
pass. The primary actions of interest are read and write, although other requests
(open and (close, for example) may also be of interest depending upon the
synchronization policy to be enforced.

Suppose, for example, that the policy is to provide single-copy semantics to
all callers, much as would be provided by a standalone UNIX host. The synchro-
nization service must ensure that all read and write requests are (or appear to
be) directed to a single file replica, and that any data caches maintained by lower
layers are coherent with respect to synchronized access.

Two architectures to support single-copy semantics are shown in Figures 2.11
and 2.12. The first design forces all requests to pass through a single layer

18The transport layer is necessarily hardware architecture specific, and might be operating
system specific as well.
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Figure 2.13: Quorum-based synchronization service.

instance, while the second uses a token mechanism to ensure that all read and
write operations appear to happen to a single file, and are immediately visible
to all clients.

The centralized design incorporates an additional layer that directs a request
to a particular synchronization server. The “direction” information is extracted
from the capability, where it was placed when generated by the server. This
information consists of a host identifier and any other data required to locate the
indicated server.

2.4.1.3 Objects

At its lower levels, the synchronization service must be cognizant of optimistic
replication so that the appropriate quality of service may be provided. A partic-
ularly useful distinction which can be made is between synchronized access to a
single file replica and synchronized access to a single logical file.

Replica-based service is adequately provided by the designs in Figures 2.11
and 2.12. Such service is constrained, however, by the robustness of the hosts
maintaining the replica and executing the synchronization servers.

A synchronization service with increased robustness is readily constructed by
exploiting replication to provide file-based synchronization. Figure 2.13 presents
a design that uses quorum consensus replica management techniques for synchro-
nization.

Each file replica contains a read quorum and write quorum attribute. The
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read or write). If the supplied version vector does not match the actual version
of the replica, an error is returned to the caller. This change to the logical
and physical layer services supplies the atomicity required by a synchronization
service to ensure that data is read and written as expected, without undetected
interference from unsynchronized activity.

2.4.2 Control flow examples

This section outlines the typical control flow for several common synchronization
scenarios. The first two examples consider groups of processes that are unaware of
the replication or synchronization services. The third example assumes that the
clients are cognizant of the synchronization service, but oblivious to replication.

2.4.2.1 Process family

In this example, the collection of clients requiring synchronization is a process
family formed by an off-the-shelf UNIX application; it has no knowledge of the
synchronization service, replication, or any other non-traditional UNIX service.
This example assumes that the default synchronization policy (e.g., serializabil-
ity) provided by the synchronization server layer is appropriate for the applica-
“tion. ]

Suppose that the default client identification policy is that all processes issuing
requests through the client identity layer but which do not include a capability
are to be treated collectively as a single “client.” The identity layer could then use
a single, static capability (acquired during initialization at boot time) to attach
to each request it passes on down the stack.

This scenario exemplifies a basic approach to providing backwards compati-
bility for UNIX applications on Ficus. Treating all clients as peers, though, may
place undue strictures on availability for some clients. The following scenario
assumes a simple reduction in synchronization granularity based on credentials.

2.4.2.2 Independent procésses with identical user-ids

Here the processes of interest are initiated by standard applications, but the
default identity granularity enforced by the client identification layer is a single
process. In this case, synchronization can be effected by including a user-id
based synchronization registration request as part of each login instance for the
particular user-id.
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ate.

2.5 Large scale replication

This section considers a number of issues with regards to very large numbers of
replicas.

2.5.1 Version vectors

The theoretical ability of a version vector to scale up to any number of replicas
does not obscure the practical reality: as the number of replicas increases, the
processing, storage, and bandwidth overhead of a version vector eventually over-
shadows the costs of the replicated object itself. It is not readily apparent that
the version vector mechanism is appropriate for large scale replication.

The basic mechanism can be adjusted in several ways to facilitate large scale
replication. All of these alterations preserve the integrity of version vectors’
support for “no lost updates” semantics. Some, however, may erroneously report
an update/update conflict in certain circumstances; such anomalies are carefully
noted in the sequel.

These adjustments all exploit various aspects of locality, with attendant im-
plications for consistency mechanisms. Replica selection, update notification and
reconciliation must each be re-examined in the context of modified version vector
methods.

2.5.1.1 Compression

If a significant number of version vector components are zero-valued, conventional
sparse matrix compression and manipulation techniques can be used to reduce
overhead. But are version vectors sparse?

A non-zero version vector component indicates that the corresponding replica
has been directly updated (as opposed to receiving propagated data) at some
time in the past. Version vector sparseness, therefore, is a function of locality
with respect to update access. Locality, in turn, is a function of the amount
of update by distinct clients, and the concurrency displayed by shared update
access.

File access locality studies have shown that shared update is rare in prac-
tice {Flo86b, Flo86a] in general purpose (university) settings. If, then, the (typi-
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2.5.1.3 Upgradable read-only replicas

The most onerous aspect of read-only replicas manifests itself when the only avail-
able replica is read-only, and yet the ability to apply an update is highly desired.
One solution to this problem is to allow a read-only replica to be upgraded to a
writable replica.

This may be accomplished in a manner similar to adding an entirely new
replica: simply add the replica’s repl-id to the (local) replica list and permit
the update to proceed. The appropriate version vector component will be in-
cremented as usual. The newly-updatable replica then needs to persuade an
established writable replica to propagate the replica list modification, either by
issuing an update notification or by otherwise coaxing the other replica to initiate
reconciliation with it so that it can learn of the list change.

The basic reconciliation algorithms (see Chapter 3) must be slightly adjusted
to cope with additional replicas. In particular, they must assume that the replica
list is a monotonic, length-increasing data structure. Aside from the difficulty
that received replicas lists must be routinely sorted to account for divergence
in the component ordering, the algorithms must tolerate a dynamic number of
participants. Further details are found in Section 3.2.4.

Upgrading a read-only replica to writable status is irreversible in this model.
If upgrading is a common occurrence for a single file (which would indicate that
access locality is not a property of this file), the replica list may grow to an
unmanageable size. Second-class replicas address this situation.

2.5.1.4 Second-class replicas

A second-class replica begins as a read-only replica. When an update is necessary,
but only a read-only replica is accessible, the update is applied to that replica.
Rather than append a new slot to the version vector, a flag is set which indicates
that the replica is a logical descendant of the version indicated by its version
vector.??

As with the upgradable str;.tegy, a flagged replica must persuade a writable
replica to reconcile against it. A qualifying writable replica has a version vector
that is less than or equal to the flagged version vector. Any replica with a version

**The idea of supporting an “updatable” replica while avoiding the expense of allocating and
maintaining a version vector component was first suggested for Coda in [SKK90]. Coda version
vectors are quite different in detail from the original Parker version vectors [PPR83] that are
used in Ficus.
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UFS UFS

Figure 2.15: Ficus global name context.
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be interpreted in a context associated with that file. A process should always be
free to redefine its own context, and to ignore contexts provided by other objects
Ol processes.

Closure support, as with some aspects of synchronization (see Section 2.4),
straddles both file system and process management. Leveraging the existing
SunOS process management services necessarily constrains the completeness of
closure support in Ficus, to the extent that no process service enhancements are
made. A further constraint is the pre-processing that SunOS file access system
calls perform on file names: names are parsed by a system call routine, and
partially or completely interpreted at the system call level without ever calling
the file service proper. Nevertheless, a rudimentary closure service provided as a
stackable layer is feasible.

The Ficus closure service design utilizes a new distinguished character (“e")
as a prefix to signify a fully qualified file name; other names are interpreted in
the traditional UNIX working directory and working root contexts. An additional
context attribute is provided for each file. The closure layer is normally placed
somewhere above the logical layer in a Ficus layer stack.

At system initialization time, the closure layer sets the default host working
root to be a fully qualified name for a volume analogous to the traditional UFS
“root filesystem”. An internal pointer to this volume is inherited by all processes
when they are created; this is the context in which the system call pre-processing
routines will interpret “/”-prefixed names.

This approach offers immediate backward file naming compatibility, except
when an existing file name (component) begins with “0”.23 It also offers a context-
knowledgeable process the ability to establish contexts for files, and to inquire
about file contexts. A process can simply prepend a context to a file name before
presenting it to the systern call service for translation.

This method does not automatically provide a custom context in which an
executable image will execute, nor does it provide inherited contexts for process
families. Ideally, a context would automatically be prepended to file names,
without the need for a process to actually do so itself, and it would be inherited
by child processes as are other process environment attributes. Support for these
features is dependent upon modifications to the process creation and management,
services.

23This exception appears to be an unavoidable consequence of not modifying the existing
process management and file access system call mechanisms. It is easy to avoid the exception
by appropriate enhancements.
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Figure 2.16: Volume support for global name space. (n = |replicas|)
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Figure 2.17: Percentage overhead versus number of replicas.

benchmark is not particularly illustrative of replicated file system performance (it
is dominated by a largely cpu bound compilation phase), a second benchmark is
used that is a much better worst case measure of Ficus. This second benchmark
is a recursive copy (“cp -r fusr/include .”) to a disk local to a Sun-3/60 from an
NE'S-mounted file system housed on a Sun-3/480 connected to the same ethernet
segment. In the local environment, /usr/include is an unbalanced tree of depth
four, with 47 directories and 1465 files totaling 4.7 Mbytes.?” The costs studied
were incurred by the site generating the activity. These measurements do not
account for costs incurred by other processors.

Figure 2.17 shows the extent of Ficus costs (overhead) over normal SunQOS
performance. (A horizontal plot along the x-axis would indicate that Ficus was no
more or less expensive than SunOS for a particular service.) Three sets of results
are plotted, each measuring Ficus overhead as the target volume replication factor
ranges from one to eight. One plot (MAB overhead) shows the overhead experi-
enced by the Modified Andrew Benchmark (MAB) normalized against base MAB
results obtained on standard SunQS. The other two plots show system time over-
head (system overhead) and elapsed time overhead (elapsed overhead) displayed
by the recursive copy benchmark, normalized against SunOS test results.

?"Prior to execution of each benchmark, operating system caches were flushed to remove all
references to the source and target volumes. The disk partition containing the target volume
was reinitialized before each run of a benchmark. The measured node performed no other
processing tasks during the benchmark.
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2.6.3 Wide area operation

In the performance graphs shown, all replicas resided on machines on the same
physical ethernet cable. Several of these measurements were repeated, this time
locating replicas on sites connected by the Internet?. For the case of the recursive
copy, locating one replica at SRI and one at UCLA yielded measurements for
both system and elapsed time that were essentially identical to the case where
both replicas were on the same local network. Measurements of a three replica
configuration (UCLA, ISI, and SRI) resulted in a 36% overhead over UNIX for
elapsed time (vs. 35% for the local net case) and 48% overhead for system time
(vs. 56% for the local net case). For the modified Andrew benchmark the long
distance three replica configuration resulted in an overhead of 19.9% compared
to 9.5% when the three replicas were local. -

Not surprisingly given the asynchronous update strategy, locating the back-
ground replicas at more remote sites has minimal impact on the performance of
these benchmarks. Of course, access to the remote replicas is correspondingly
slower, equivalent to that achieved by accessing them with NFS.

Only very preliminary efforts have yet been made to optimize the performance
of the implementation as work thus far has focused on functionality. There is
reason to believe that the numbers reported here can be improved substantially
with careful analysis and optimization of the system’s behavior (especially the
effectiveness of its several caching mechanisms).

2.6.4 Implementation effort

Serious implementation work on Ficus has been underway for twenty four months.
On the average, three experienced systems programmers have been engaged in
full-time development. In addition, an average of two persons have worked on
the design in parallel with the implementation. This author contributed approxi-
mately one man-year to the implementation effort, in addition to ongoing design
research for more than three years.

The implementation has been done entirely in the C programming language.
The logical and physical layers comprise about 9,500 and 12,000 lines of code,
respectively.?® The logical layer includes the update notification and propagation

*¥To avoid excessive retransmissions, the mounts across the Internet use 1K message block
sizes where 8K messages are used over the ethernet.

* About 5,000 lines of physical layer code is devoted to Ficus directory manipulation and
compatibility code to leverage UFS. Much of this code would be eliminated in a decomposed
implementation, as outlined in Figure 2.8, page 50.
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CHAPTER 3

Algorithms

Management of related, replicated objects is often fundamental to the design of
reliable distributed systems. We are concerned both with the objects themselves:
propagation of updates and reclamation of storage; as well as management of the
possibly replicated directories used to keep track of and find the objects.

This chapter presents a family of algorithms for use in managing replicated
objects and the accompanying graph structured directory systems. Members of
this family are presented in order of increasing power and flexibility, followed
by discussion of their correctness. The use of the algorithms in a replicated file
system context is outlined throughout the presentation.

3.1 Introduction

Desires to.improve availability and performance of information serves to moti-
vate replicating information at locations “closer” to the data’s intended use. A
continuing difficulty in the operation of replicated information storage services,
however, is unsatisfactory support for consistent update. Conventional methods
achieve mutual consistency of data and the directories which refer to them by
restricting availability for update. In the face of communications limitations,
methods such as primary site, majority voting, quorum consensus, and the like
reduce the performance and availability for update as the number of copies of an
object or directory references is increased. This pattern is the reverse of what is
desired.

There are numerous enviropments for which replicated storage is quite valu-
able. In some of these, rapid communication among sites is not suitable or even
possible. Interesting examples include conventional high availability systems us-
ing redundant hardware, significant numbers of workstation users collectively
engaged in a large software development project, an office workgroup composed
of several widely geographically separated workgroups, large numbers of laptops
operating while disconnected, and military systems subject to communications
silence. These examples share several common characteristics:
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3.1.1 File systems

The algorithms presented in this chapter are designed to provide for management
and garbage collection of distributed, selectively replicated graph structures with
associated resources. In practice, they have been extensively applied to the sup-
port of an optimistically replicated hierarchical filing system and accompanying
name service for UN1X(see Chapter 2).

Consider the primary components of a typical UNIX file system. Files are
hierarchically organized, with designated files (directories) containing the struc-
tural details (pathname components) which indicate a file’s place in the hierarchy.
The hierarchy is usually a restricted form of a directed acyclic graph.

Two types of “objects” are present, files and file names. For replication man-
agement purposes, each object can be treated independently, including indepen-
dent consideration of a file and its names. In the algorithm model below, a UNIX
file corresponds to a multiply-named logical object, while the file's names are
considered to be singly-named objects in their own right.

Although we have applied these algorithms in the context of a standard UNIX
file system, they can readily be used in other applications. For example, a dis-
tributed name service such as the DARPA Internet Domain Name System could
directly use these algorithms to manage its databases.

3.1.2 OQutline

The next section specifies the problem to be solved in more formal terms and
presents a family of algorithms to address it. Section 3.3 presents correctness
arguments which aid understanding of the algorithms. Algorithm applications
are discussed in Section 3.4; an outline of related research in Section 3.5 concludes
the chapter.

3.2 Algorithms

The task of a management algorithm is to support the propagation of changes
to names and objects, and to identify and recover all resources supporting the
existence of a logical object. This section presents a simple model of object
and names, followed by several reclamation algorithms which address various
combinations of object properties.
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e static versus dynamic naming
¢ object mutability
¢ equivalence of name and object replication factors

¢ static versus dynamic replication factor

The algorithms presented in the next several subsections vary in their ability
to handle these issues, ranging from the simplest combination (fixed name, im-
mutable object with equivalent static replication factors for both name and ob-
ject) to the most difficult (dynamically named mutable object with non-equivalent
dynamic name and object replication factors).

To aid clarity of discussion, we assume that no more than one replica is stored
by any given node. The algorithms generalize directly to multiple replicas per
node.

We make minimum assumptions about the available communications environ-
ment to assure successful operation of the algorithms in practice. All we require
15 that information be able to flow from any node to any other in the network
over time if relayed through intervening nodes. More formally:

nodes N, and N, are time flow connected if there is a finite sequence
of nodes Ny, Ny,..., Ny, such that for 1 < i < m, a message can
successfully be sent from N; to N;;; at time ¢;, and ¢; < Liv1.

We require that every pair of nodes is time flow connected starting at any time.

This property does not require, for example, that any pair of nodes be op-
erational simultaneously, but it does mean that no relevant node can be down
indefinitely.

We also assume that nodes are truthful: Byzantine behavior does not oc-
cur. Finally, history only moves forward: a node must never “roll back” from a
reported state, so stable storage of any reported state must precede that report.

3.2.2 Basic two-phase algorithm

The basic two-phase algorithm is appropriate for the simplest kind of replicated
object: static single name, immutable object, and equivalent fixed name and ob-
ject replication factors. The task at hand is simply to garbage collect. Subsequent
more difficult types of management tasks adapt this algorithm to accomplish their
goals.
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/* variables and data structures:

Let set R := replication factor,
r,s element drawn from R,
self 1is element of R,

P1[] binary vector of size |RI,
P2[] binary vector of size [R],
R[] binary vector of size [R].

begin: while (my name replica is not
marked deleted)
{ donothing; }
mark my object replica deleted;

Pi[r] := 0, for all replicas r;
- P2[r] := 0, for all replicas r;

phasel: Pi[self] := 1;
while (P1[r] == 0 for any r) {
- R{r] := 0, for all r;
choose some r to query;
ask r for its Pl vector;
if r responds {
- R[] := r’s response;
foreach (R[s] == 1)
{ P1(s] := 1; }

~ X

phase2: P2[self] := {;
while (P2(r] == 0 for any r) {
- R(r] := 0, for all r;
choose some r to query;
ask r for its P2 vector;
if r responds {
R[] := r’s response;
foreach (R[s] == 1)
{ pP2[s] :=1; }

}

postlude:
reclaim object replica resources;
reclaim name replica resources;

Figure 3.1: Basic two-phase algorithm
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Figure 3.2: One phase network example

Node A notes that it is self-aware of reclamation, and begins the process of
acquiring knowledge about other replicas’ reclamation status. Suppose that the
link between nodes A and B is the only remaining (albeit weak) link from Node
A to the others.

Now consider Node B’s possible perspectives upon receiving an inquiry from
Node A (which contains the information that reclamation is in progress): Node
B is either aware of the object already (because a replica exists at Node B}, or it
is not aware (no replica exists at Node B).

In the first case (Node B is already aware of the object), Node B notes that
reclamation is in progress and Nodes A and B are cognizant of it. Node B, in turn,
attempts to contact other nodes. Suppose the well connected group of nodes (B -
Y) rapidly succeeds in learning that reclamation is in progress, and even manages
to get a response back from Node Z acknowledging that reclamation is in progress.
Further suppose that Node B is the first node to learn that every node is aware of
the intent to reclaim. Node B therefore reclaims its resources and forgets entirely
about the object (including the fact that its replica was reclaimed).

Continuing the scenario, when Node B receives the initial inquiry from Node
A, it replies quickly. Unfortunately, congestion on the link causes the reply to be
lost. Node A eventually sends another message to Node B inquiring about Node
B’s reclamation status, since it failed to get a response to the first message. By
the time Node B receives the second message, its replica is already reclaimed.
This scenario forces consideration of case two: Node B is unaware of the ob ject.

Another way in which Node B might be unaware of the object is that Node B
has never learned of the object before receiving the inquiry from Node A. (Perhaps
Node A learned of the object directly from Node Z via the very weak link between
them.) From Node B’s perspective, these two situations are indistinguishable, yet
its response must differ for the two scenarios: in one, Node B must establish a
replica (whose body may be empty) to support indirect communication to other
nodes about the reclamation initiated by Node A; in the other, all nodes are {or
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were) aware of reclamation, and do not need (or want) to re-establish replicas.

Failure to support indirect communication that may be critical to algorithm
termination is unacceptable. [t is also unacceptable to simply re-establish replicas
just in case indirect communication support is needed: re-establishment in the
above scenario is a side-effect of an event (successful transmission of a message)
whose frequency is both unbounded (by the algorithm) and may not contribute
to progress towards termination.

The two-phase nature of our algorithm provides an ignorant node with the
ability always to distinguish “never knew” from “forgotten”. An ignorant node
which receives a phase one message correctly concludes “never knew”, and es-
tablishes a replica to provide support for indirect communication. An ignorant
node concludes “forgotten” upon receiving a phase two message, and does not
establish a replica. (An ignorant node’s reply to a phase two inquiry—“I know
nothing”-implicitly means “I finished phase two, and so can you,” which is all
the inquirer needs to know to reclaim its replica’s resources and terminate.)

3.2.3 Intermediate algorithm

The basic algorithm in the previous section applies to fixed name, immutable ob-

“Jects with identical static name and object replication factors. In this section we
relax the first two constraints to allow dynamic naming and object updates, while
continuing to require name and object replication factors to be both identical and
static.

Dynamic naming and object mutability each complicate the reclamation prob-
lem, and the combination of the two is especially difficult. Dynamic naming in-
troduces a global stable state detection problem, while object mutability requires
special mechanisms to prevent inadvertent data loss.

3.2.3.1 Dynamic naming

A necessary, but not sufficient, condition for object reclamation is that the object
have no names. In our model, ‘no names’ means that every name replica referring
to an object replica has been marked deleted.

In the basic two-phase algorithm, object reclamation inevitably follows name
removal; the two phases ensure that all replicas will be reclaimed, exactly once. In
the dynamic naming case, it is much harder to determine whether or not reclama-
tion is to occur: names may be added or removed at any node at any time, since
optimism allows unsynchronized concurrent updates across non-communicating
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The second phase proceeds similarly, with two parallel vectors of total name
count values and report indicators. In this phase, the total name count values
recorded reflect a replica’s total name count value at some point after the queried
replica has finished phase one.

As a node is collecting values in the second phase, it compares the newly
reported values with those recorded in its phase one vector. If any discrepancy is
discovered (i.e., the corresponding values are not identical), the algorithm aborts,
initializes its vectors, and restarts phase one. This abort occurs when the tran-
sient behavior described above occurs.

A node finishes its second phase when all replicas have reported values to it,
and the values are identical to those collected in the first phase. At this point,
all object replicas are guaranteed to be permanently inaccessible.

3.2.3.3 Mutability

As presented, the intermediate algorithm will determine that an object is globally
inaccessible. A further condition is necessary {and sufficient) to allow physical
reclamation to proceed: data must not be lost inadvertently as an unavoidable
consequence of optimism. We are not concerned here with the kind of ‘inadver-
tent loss’ that results when a client mistakenly removes a name, but with the
consequences of concurrent update and name removal.

Consider a scenario with one object, two names, three replicas, and three
clients. (Imagine a journal paper draft, with three collaborating colleagues.)
Suppose that each of the nodes is isolated, but optimism allows each author to
continue working. One author makes revisions to his object replica. Each of the
other two authors decides (differently) that one of the two names is superfluous,
and removes it. Each of the clients will be understandably disappointed if the
object is reclaimed (since it eventually will be declared globally inaccessible),
especially the one who updated it.

Our approach to the general problem of remove /update conflicts is to assume
that name removal is undertaken in the context of an object replica. We invest
the name removal operation with the additional semantics that a client wishes
object reclamation (when no names exist) if no other object replicas are newer
than (or in conflict with) the object replica which is initially affected by the name
removal.

To accommodate the additional semantics, the reclamation algorithm must
determine which of the object versions represented by the replicas is the latest,
and which is the latest version to provide a context for name removal. (Opti-
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Figures 3.3 and 3.4 show the intermediate algorithm.

3.2.4 Advanced two-phase algorithm

The previous algorithms each assume that object and name replication factors
are fixed at creation time, and are identical. In practice, these constraints are
not attractive. Changing circumstances of network behavior or object usage
may necessitate adding, deleting, or moving replicas, which can not be usefully
predicted when an object is created. It should also be possible to change an
object’s replication factor without directly affecting object names.

Note that an object (or name) replication factor is itself a replicated data
structure which is used to manage other replicated data structures. The version
vector technique used to manage updates to replicated data can not easily be
applied to managing updates to version vectors themselves.

Our system supports an approximation to an ideal flexible replication factor
mechanism: a replication factor can grow to be very large (2% replicas), with
masks used to ‘shrink’ a replication factor. One mask is used to indicate that
particular replicas should be (irrevocably) ignored during algorithm execution.
The second mask permits an object replica to avoid the expense of storing the
object itself any further, but the ‘skeletal’ replica must continue to participate
in algorithm execution. In short, a replication factor monotonically increases in
physical size, with adjustments available to reduce the actual number of physical
copies of a client’s data which are maintained.

Increasing a replication factor is straightforward. Any replica’s replication
factor can be augmented simply by adding a (globally unique) replica identifier
to its list of replicas. A replica can form a new replication factor while executing
the one of the two-phase algorithms by taking the union of its replication factor
and that reported by another replica.

A replication factor’s ‘ignore’ mask provides a way for a replica to be forever
ignored. This is especially useful when recovery of a destroyed replica is impos-
sible or too expensive. Indicating that a replica is to be ignored is an irrevocable
action. Like an increase in replication factor, a new ignore mask is formed by
taking the union of the local mask and one reported by another replica.

The ‘skeletal’ mask indicates which object replicas don’t actually store any
client data. This mask is maintained in an optimistic fashion, but without conflict
detection: mask updates cause a new timestamp to be generated for the mask;
the mask with the latest timestamp is deemed to be correct.
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3.3 Correctness discussion

The basic two-phase reclamation algorithm is correct if and only if these condi-
tions are satisfied:

e object reclamation occurs if, and only if, the object is globally inaccessible

e for each replica of an inaccessible object, reclamation occurs exactly once,
in finite time

¢ ali algorithm executions terminate in finite time

e all algorithm executions are free from deadlock

We first show that reclamation occurs if an object is inaccessible, followed by
the only if direction. We then show that reclamation occurs exactly once in finite
time by proving that it occurs at least once, and at most once.

3.3.1 Reclamation if inaccessible

The “information flow” requirement governing network behavior ensures that it is
possible for each node to learn of status changes at every other node. Since each
node periodically. uses the propagation protocol to incorporate other replicas’
status changes into its own replica, and since all replicas are guaranteed to be
available at the same time, each node will, in fact, learn in finite time of the status
of every other replica. Therefore, every logical name deletion will eventually be
reflected at every node, as each name replica will be indelibly marked deleted.

Following the deletion of every name for an object, in finite time all name
replicas will be marked deleted. Each object replica will, in turn, have a zero-
valued reference count, and be inaccessible.

The first phase of the algorithm simply collects the information that, when
consulted, each replica was inaccessible. The second phase similarly collects
information from each node. By the previous argument, each node is guaranteed -
to learn the desired information. At the conclusion of executing its second phase,
a node reclaims its resources. Since each node is guaranteed to finish its phases if
the object is inaccessible, each node will reclaim the resources consumed by the
object.
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phase2: P2[self] := 1;
- while (P2(r] == ¢ for any r) {
NCR[r] := 0, for all r;
choose some r to query;
ask r for its C, Ncz, P2;
VV, RC
if r responds with C==0 {
NCR[] := rig NC2;
NV[] := r’g P2;
foreach (NV[s] == 1) {
NC2([s] := NCR[s];
P2{s] := 1;
if (NCI[S] '2 NC2([s])
goto begin;
}

VVR := g LA
RCR := r’g RC;
if (VVR conflicts SVV or
RCR conflicts RC)
RU := 1

if (VVR >= yv)
{ sV :=a VVR; }
if (RCR >= R()
~ { RC := RCR; )}
} else if (C > 0)
{ goto begin; }

**********

*********

}

postlude:
if (RU == 0) { .
reclaim object replica resources
- reclaim name replica resources

} else {put object into orphanage}

Figure 3.4 Intermediate algorithm, phase two.
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one A phase one message may or may not indicate that the replica has ever
existed. If it does not indicate that the replica existed, a replica must
be established. If it indicates that a replica once existed, an anomalous
condition has been encountered. (See discussion below.)

two A prerequisite for entering phase two is that all replicas have been consulted,
which implies that all replicas exist. Therefore, the replica has previously
existed, been reclaimed, and must not be re-established.

A node which has already reclaimed its replica normally expects to receive
only phase two messages, because a condition of phase two completion is to
determine that all other nodes have finished phase one. Since phase two messages
can not cause a replica to be re-established, only the receipt of phase zero or phase
one messages after reclamation might cause a replica to be established again.

Phase zero or phase one messages received by a node which has completed
phase two and reclaimed its replica could only have been sent before the sender
began phase two. Such messages have been delayed in transit, long enough for
the sender to finish phase one and the receiver to finish phase two.

The algorithm is resilient to delayed messages which are received within the
next phase: phase one messages received by a node in the midst of phase two are
quite normal, as are phase zero messages received during phase one. It is only
when message delay exceeds one phase that replica re-establishment might occur.

We assume that message delays does not exceed the time required for one
complete phase. If this bound is invalid, algorithm execution can be artificially
slowed to increase the length of a phase until a valid bound is achieved. It is,
therefore, feasible to prevent phase zero or phase one messages from arriving after
reclamation occurs.

The hypothesized message received after a replica has been reclaimed must
be from one of the three phases, but since delayed phase zero and phase one
messages can be prevented and phase two messages do not cause replica estab-
lishment, no message which could cause replica establishment will be received.
This contradicts the hypothesis that such a message might be received, and so
replica re-establishment (and subsequent reclamation) after an initial reclamation
is not possible.

3.3.4 Termination

We show that the algorithm terminates by defining a partial order on the possible
states of a node during the algorithm’s execution, and showing that all state tran-
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3.4 Applications and observations

Which two-phase algorithms are appropriate for managing a UNIX file system?
UNIX files are mutable, dynamically named objects, so at least the intermediate
algorithm should be used for them. File names (directory entries) are simple
objects which can be managed with the basic two-phase algorithm.

While the intermediate algorithm is a sufficient base upon which to construct
a usable file system, the additional cost of implementing and using the advanced
algorithm (with flexible replication factors) is negligible. Ficus incorporates the
advanced algorithm to manage its files.

The advanced algorithm is also used to support the name service that connects
subtrees together to form a large connected hierarchical filing environment. This
name service plays a role similar to NIS (Yellow Pages) in NFS, or volume support
in AFS. The implementations of these two applications (file hierarchy and volume
hierarchy) are common, so multiple facilities were not required.

3.4.1 Directed acyclic graphs

The UNIX filing environment is a simple directed acyclic graph (dag) structure.
These algorithms may be applied to an arbitrary graph structure as well, so long
as there are no disconnected self-referential subgraphs. Additional mechanism is
needed to handie that case.

In fact, modest mechanism beyond that discussed in this chapter is required
even to handle dags. That is because the discussion was cast in terms of a single
logical object. The additional facilities are simple, and discussed in [Guy87).

3.4.2 Performance

Performance of these algorithms is, of course, important. A suitable measure
is the number of messages that must be exchanged in order to cause a set of n
nodes with replicas to reach agreement. One would expect that the worst case
could be expensive, since the underlying minimum communications assumptions
do not allow a stylized pattern of interaction always to be employed. The worst
case indeed requires O(n?) messages, as most nodes talk to most of the other
nodes to complete each phase.®

In each phase, in the worst case, a first node pulls from the n — 1 other nodes to become
knowledgeable. A second node then pulls from the remaining n — 2 unknowledgeable nodes,
and then the first, knowledgeable one. The third node pulls from the remaining n —3 unknowl-
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Alichin [All83] and Wuu and Bernstein [WB84] expanded upon Fischer and
Michael’s approach to use two-dimensional timestamp matrices to reduce the
number of messages exchanged, with small variations in semantics.

None of these works addressed the general problem of reclaiming resources

of named replicated objects; they were concerned with “dictionary entries”

as
isolated entities.

Wiseman's survey [Wis88] of distributed garbage collection methods includes

several techniques based on reference counting, but none are designed for use

on replicated objects, and none are directly applicable to imperfectly connected
networks.
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by its successful use to manage Ficus’ replicated volume location tables.

The use of stackable layers as the framework for the Ficus architecture has
been an unqualified boon. The ability to leverage a common filing service di-
rectly permitted one to focus on development of new functionality inherent in
the replication service, and avoid much of the traditional cost of building an
ideal substrate at the outset. The modularity afforded by the architecture, along
with the ability of the transport layer to map operations across address space
boundaries, allowed new layers to be developed and debugged in user space, and
then moved into the kernel only after they were working. This substantially sim-
plified the testing and debugging enterprise. Layers can indeed be transparently
inserted between other layers, and even surround other lavers. A replication ser-
vice can be added to a layer stack without modifying existing layers, and yet
perform well.

The availability of a general reconciliation service is also very useful. Usu-
ally, one must deal with the many boundary and error conditions that occur in
a distributed program with a considerable variety of cleanup and management
code throughout the system software. Instead, in Ficus failures may occur more
freely without as much special handling to ensure the integrity and consistency
of the data structure environment. The reconciliation service cleans up later. For
example, volume grafting was made considerably easier by the (easy) transforma-
tion of its necessarily replicated data structures into Ficus directory entries. No
special code was needed to maintain their consistency. There is thus reason to
believe that services such as those provided by Ficus will be of substantial utility
in general, and easy to include as a third-party contribution to a user’s system.

The two-phase algorithm family addresses the heretofore unsolved garbage
collection problem for replicated data structures. It may also be useful in similar
contexts, such as cleaning up storage used in reliable broadcast protocols.

The final and perhaps most significant conclusion is that this work opens up
a number of relevant research directions where one can expect to make rapid
progress, and provides the tools to investigate them. The following section pro-
vides several suggestions for fufure work.

4.2 Future research directions
The most prominent area of immediate future research is to demonstrate that

large scale is workable in practice. Further, a variety of additional layers are of in-
terest. General service areas include performance tuning, security, and databases.
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the file; the attribute would then later be used at file open time to construct a
custom, “typed” file service for that one file.
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