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Abstract

In this paper, we propose a provably good performance-driven global routing algorithm for both
cell-based and building block design. The algorithm simultaneously minimizes both routing cost
and the longest interconnection path, so that both are bounded by small constant factors away
from optimal. Our method is based on the following two results. First, for any given value of a
parameter €, we can construct a routing tree with cost at most {1+ 1) times the minimum spanning
tree weight, and with longest interconnection path length at most (1+¢)- R. Moreover, for Steiner
global routing in arbitrary weighted graphs, we achieve wiring cost within a factor 2. (14 %) of the
optimal Steiner tree cost, again with longest path length at most (1+¢)- R. In both cases, R is the
minimum possible length from the source to the furthest sink. We also show that geometry helps
in routing: in the Manhattan plane, the total wirelength for Steiner routing improves to % (1+ %)
times the optimal Steiner tree cost, while in the Euclidean plane, the total cost is further reduced
to T/?'E - (14 2) times optimal. Extensive simulations confirm that this approach works well, using
a large set of examples which reflect both cell-based and building-block layout styles.

1 Introduction

With progress in VLSI fabrication technology, interconnection delay has become increasingly significant
in determining circuit speed. Recently, it has been reported that interconnection delay contributes up
to 50% to T0% of the clock cycle in the design of dense, high performance circuits [5] [23]. Thus, with
submicron device dimensions and up to a million transistors integrated on a single microprocessor,
on-chip and chip-to-chip interconnections play a major role in determining the performance of digital

systems.

Due to this trend, performance-driven layout design has received increased attention in the past
several years. Most of the work in this area has been on the timing-driven placement problem, where

a number of methods have been developed for placing blocks or cells in timing-critical paths close



together. The so-called zero-slack algorithm was proposed by Hauge, Nair and Yoffa [11]; fictitious
facilities and floating anchors methods were used by Marek-Sadowska and Lin [18], and a linear pro-
gramming approach was used by Jackson, Srinivasan and Kuh [13] [14]. Several other approaches,
including simulated annealing, have also been studied [5] [17] [23]. Since no global routing solution is
generally available at the placement step, most of these placement algorithms use the net bounding

box semiperimeter to estimate the interconnection delay of a net.

While such techniques have been developed for timing-driven placement, only limited progress has
been reported for the timing-driven interconnection problem. In [6}, net priorities are determined based
on static timing analysis; nets with high priorities are processed earlier using fewer feedthroughs. In [15],
a hierarchical approach to timing-driven routing was outlined. In [19], a timing-driven global router
based on the A* heuristic search algorithm was proposed for building-block design. However, these
results do not provide a general formulation of the timing-driven global routing problem. Moreover,
their solutions are not flexible enough to provide a trade-off between interconnection delay and routing

cost,

Recently, we have proposed [2] a new model of timing-driven global routing for cell-based design,
based on the idea of finding minimum spanning trees with bounded radius. The method in [2] constructs
a spanning tree with radius (1 + ¢) - R by using an analog of the classical Prim minimum spanning tree
(MST) construction, where R is the minimum possible tree radius and ¢ is a user-specified parameter.
Such an approach offers a very natural, smooth trade-off between the tree radius {(maximum signal
delay) and the tree cost (total interconnection length). This gives the circuit designer a great deal
of algorithmic flexibility, as the parameter ¢ can be varied depending on performance constraints.
Empirical performance results were very good, e.g., an average of 25% reduction in longest source-sink
path was reported for 10-pin nets. However, the total wire cost using this method can be an unbounded

factor worse than optimal.

In this paper, we propose a new method for timing-driven global routing. Our global router is based
on a provably good algorithm that simultaneously minimizes total wirelength and maximum delay. More
specifically, given a positive real parameter ¢ and a set of terminals, our method produces a routing
tree with total cost at most 1- times the MST cost, and with radius at most (1+¢)- R. In other words,

both the total wirelength and the maximum delay of the routing are simultaneously bounded by small



constant factors away from their optimal values. The method applies to building-block layout styles
in addition to the more geometric cell-based designs. In fact, our method generalizes to arbitrary
weighted graphs, and also to Steiner routing formulations, where we achieve a wirelength bound of

2- (14 1) times the optimal Steiner tree cost, while still observing the (1 + ¢) - R radius limit.

We then show that geometry helps in routing: in the Manhattan plane, our wirelength bound for
Steiner routing can be improved to % -(1+ %) times optimal, and in the Euclidean plane, the Steiner
routing bound improves further to 725 -1+ %) times optimal. This series of results is especially
surprising since constructing a minimum spanning tree with bounded radius in a general graphs is

NP-complete [12], as is the Steiner problem in graphs [10].

Our construction can minimize either total wirelength (a minimum spanning tree) or the longest
source-sink path (a minimum delay or minimum radius tree), depending respectively on whether we
set € = co or € = 0. Between these two extremes, the method offers a continuous, smooth tradeoff. In
practice, our algorithm exhibits very good empirical performance which confirms this smooth tradeoff

between the competing requirements of minimum delay and minimum total wirelength.

The remainder of this paper is organized as follows. In Section 2, we present the general formulation
of the performance-driven global routing problem, and outline the very natural heuristic construction
of [2]. In Section 3, we present a new and effective heuristic algorithm for computing bounded radius
routing trees, and show that the algorithm is provably good with constant-factor performance bounds
with respect to both delay and routing cost. Section 4 generalizes our method to Steiner tree global

routing, and experimental results are reported in Section 5.

2 The Problem Formulation

A signal net N is a set of terminals, with one terminal s a designated source and the remaining terminals
sinks. Because terminals of a signal net can be embedded in the Manhattan plane (for standard-cell or
sea-of-gates design) or within a channel intersection graph (for macro-cell or block design), the global
routing problem can have two distinct flavors. In the former case, the cost of routing between two

nodes is given by geometric distance, while in the second case the cost is the total edge cost of the



shortest path between the nodes.! With this in mind, we define the underlying routing graph to be
a connected weighted graph G = (V, E). Each net is a subset of the nodes in this graph. A routing

solution of a net is a tree in G, which we call the routing tree of the net, connecting all the nodes in N.

Since the routing tree may be treated as a distributed RC tree, we may use the first-order moment
of the impulse response (also called Elmore’s delay) to approximate interconnection delay [8} [22]. A
more accurate approximation can be obtained using the upper and lower bounds on delay in an RC
tree derived in [22]. However, although both the formula for Elmore’s delay and those in (22] are very
useful for simulation or timing verification, they involve sums of quadratic terms and are difficult to

compute and optimize during the layout design process.

Thus, a linear RC model (where interconnection delay between a source and a sink is proportional
to the wirelength between the two terminals) is often used to derive a simpler approximation for
interconnection delay {e.g., [17] [21]). In this paper, we shall also use wirelength to approximate
interconnection delay in the construction of routing solutions. In practice, a subsequent iterative
improvement step, based on a more accurate RC delay model, may be used to enhance the routing

solutions.

We say that the cost of a path in G is the sum of the edge weights in the path. The shortest path
in G between two terminals z,y € N, denoted by minpathg(z,y), is the path connecting r and y
with smallest cost. In a routing tree T, minpathr(z,y) is simply the unique path between z and y.
Note that in the geometric case, the cost of minpathg(z,y) is simply geometric distance, and we use
the notation dist(z,y) for clarity. For a weighted graph G we use distg(z,y) to denote the cost of

(minpatho(z, ).

Definition: The radius R of a signal net is the cost of a shortest path in G from the source to the

furthest sink, i.e., maz.en distg(s, z).

Definition: The radius of a routing tree T', denoted by r(7T'}, is the cost of a (shortest} path in T from

the source s to the furthest sink. Clearly, »(T) > R for any routing tree 7'.

According to the linear RC delay model, we minimize the interconnection delay of a net by min-

!For simplicity of presentation, our definition of the cost of an edge reflects only the wirelength. It is straightforward
to extend the cost definition to be a function of wirelength, channel capacity and current channel density. The results
presented in the next two sections will stilt hold.



imizing the radius of the routing tree, which measures the maximum interconnection delay between
the source and any sink. On the other hand, we also want a routing tree with small total wirelength.
Without this latter consideration, we could simply use the shortest path tree (SPT) of the net, i.e., the
union of all the shortest source-sink paths computed by Dijkstra’s single-source shortest path algorithm
{20]. Although the radius r(SPT) has the smallest possible radius of any routing tree, the SPT cost
might be very high: Figure 1 shows a case where the cost of the shortest path tree can be Q(|N}) times

greater than the cost of the minimum spanning tree.

Figure 1: An example where the cost of a routing tree (right) is £2(|NV|) times larger
than the ¢ost of a minimum spanning tree (left).

A routing tree with high cost may increase the overall routing area. Moreover, high cost also
contributes to the interconnection delay which is not captured in the linear RC model. Therefore,
neither tree shown in Figure 1 is particularly desirable. In order to balance the radius and the cost in

the routing tree construction, we formulate the timing-driven global routing problem as follows:

The Bounded Radius Minimum Routing Tree (BRMRT) Problem: Given a parameter ¢ > 0

and a signal net with radius R, find a minimum-cost routing tree 7" with radius r(T) < (1+¢) - R.

The parameter ¢ controls the trade-off between the radius and the cost of the tree. When ¢ =0, we
minimize the radius of the routing tree and thus obtain a shortest path tree for the signal net; on the
other hand, when € = 0o we minimize the total cost of the tree and obtain a minimum spanning tree.
In general, as € grows, there is less restriction on the radius, allowing further reduction in tree cost.
Figure 2 shows an example where three distinct spanning trees are obtained using different values of ¢:

Figure 2(a) shows the minimum radius spanning tree corresponding to the case ¢ = 0, with maximum



pathlength r(T) = 6; Figure 2(b) shows a solution with r(T) = 10 corresponding to the case ¢ = 1; and

Figure 2(c) shows the minimum cost spanning tree corresponding to the case ¢ = oo, with r(T) = 14.
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(a)e =0, cost(T) =17, 1(T)=6  (b)e = 1, cosi(T) = 15, 1(T)=10 (c)E =os, cost(T) = 14, (T)=14

Figure 2: An example of how increasing the value of ¢ may result in decreased tree
cost, but increased radius (7).

The bounded-radius minimum spanning tree formulation provides a great deal of flexibility for
our timing-driven global router. In practice, the router uses small ¢ for nets in timing-critical paths,
minimizing interconnection delay. For nets not in any timing-critical path, the router may use large €

so that the total wirelength is minimized.

We now briefly summarize the result in [2], which applies to cell-based layout and thus assumes
that N = V, and that G is simply the complete graph over the set N of terminals, with edge weight

equal to geometric distance.

The basic algorithm finds a routing tree by growing a single component, following the general scheme
of Prim’s classical minimum spanning tree construction. We grow a tree T which initially contains
only the source s. At each step, we choose z € T and y ¢ T such that dist(z, y) is minimum. If adding
the edge (z,y) to T does not violate the radius constraint, i.e., disty(s,z) + dist(z,y) < (1+¢) R, we
include the edge (z,y) in 7. Otherwise, we backirace along the path from z to s in T to find the first

point z’ such that (z/,y) is appropriate (i.e., distr(s, z') + dist(z’,y) < R), and add (z’,y) to the tree.

In the worst case, the backtracing will terminate with ' = s, since the edge (s,y) is always
appropriate. Note that in backtracing we could have chosen z’ using the weaker criterion distr(s,z’)+
dist(z',y) < (1+¢)-R. However, our choice of appropriate edges leads to fewer backtracing operations,
while guaranteeing that backtracing is still always possible. In other words, we intentionally introduce

some “slack” at y so that points within an ¢R neighborhood of y will not cause additional backtracing.



Limiting the amount of backtracing in this way will keep the cost of the resulting tree close to that of

the minimum spanning tree. This algorithm is called the Bounded Prim (BPRIM) construction in

(2].

Empirical results of the BPRIM method are very promising, as reported in [2]. However, it is
somewhat unsatisfactory that the BPRIM method has unbounded worst-case performance ratio: for
any value of ¢, it can yield a routing tree with radius less than (1 + ¢) - R, but with cost 6(|N|) times
optimal [2]. Thus, the next section develops a new, provably good approach to performance-driven

global routing.

3 Bounded Radius Spanning Tree Global Routing

This section describes a new algorithm which finds a provably good routing solution based on a spanning
tree construction. We may consider the interterminal distances to be given by G = (V, E) with V = N.
This is most appropriate when distances between nodes are given by geometric distance, as occurs
in global routing for cell-based design. For this case, many global routing methods are based on
constructing a spanning tree for each net (e.g., see [3]). Therefore, the BRMRT problem becomes the

Bounded Radius Minimum Spanning Tree (BRMST) problem.

The basic idea of our bounded radius minimum spanning tree algorithm is to construct a subgraph
¢} which spans G and has both small total cost and small radius. Thus, the shortest path tree of Q
will also have small cost and radius, and corresponds to a good routing solution. Our algorithm is as

follows.

o Let SPTg; be the shortest path tree of G, let M ST be the minimum spanning tree of G, and

initialize the graph @ to be equal to M STy,

e Let L be the sequence of vertices corresponding to a depth-first tour of M ST, where each edge
of MSTg is traversed exactly twice (see Figure 3). The total edge cost of this tour is twice that
of MSTc;.

e Traverse L while keeping a running total § of traversed edge costs. As this traversal reaches

each node L;, check whether S is greater than 2¢ - distspr, (s, Li). If so, reset S to 0 and merge



minpathspr, (s, Li} into @. Continue traversing L while repeating this process.

e Our final routing tree is SPTg, the shortest path tree over Q.

L= depth-ﬁrst/'
tour of MST
Figure 3: A spanning tree and a depth-first tour.

The formal description of the algorithm is given in Figure 4.

E' = edges of MSTg¢

Q=(V,E)
L = depth-first tour of MSTg
S=0

fori=1lto |L|—-1
S =8+ cost(L;, Liy1)
if S > 2¢ - distg(s, Li41) then
E' = E' Uminpathg (s, Liy1)
§=0
T = shortest path tree of Q

Figure 4: Computing a bounded-radius spanning tree T for G = (V, E), with source
s € V, using parameter €. T will have cost at most {1+ -}) times the cost of M STg,
and radius at most (1 + ¢) tirmes R.

We now prove that for any fixed ¢ this algorithm produces a routing tree with radius and total cost

simultaneously bounded by small constants times optimum:

Theorem 1: For any weighted graph G and parameter ¢, the routing tree T constructed by our

algorithm has cost(T) < (1 + 1) - cost(M 5T¢).



Proof: Let v1,vs,...,vr be the set of nodes to which the algorithm added shortest paths from the

source node, and let vy = s. By the algorithm construction we have

k
cost(T) < cost(MSTg) + Z distg(s,v;)

i=1
1
< eost(MSTg) + E % -distp(vi_1,v)
i=1

1
< cost(MSTg) + % - cost(L)

Since cost(L) < 2 - cost(M 57g), we have
1
cost(T) < cost(MSTg) + - -cost(M STg)
1
={1+ ?) - cost{ MSTg)

a

Theorem 1 suggests that for € = 0, the ratio T::a—}(_%% is not bounded by any constant, and indeed
this is true for the example of Figure 1 above, where ﬁ%—(%a is Qv

Theorem 2: For any weighted graph G and parameter ¢, the routing tree T constructed by our

algorithm has radius r(T) < (1 +¢)- R.

Proof: For any v € V, let v;_; be the last node before v on the MST tour L for which we added
minpathg(s,v;~1) to E’ in the algorithm, and similarly let v; be the node following v on L for which

we added minpathg(s, v;) to E'.

minpath,(s,v;.,) minpath(s,v;)

L = MST tour dl}{L(vi-pV) distL(v,vi)

N

By the construction of the algorithm, we know that

distp(vi—q,v) + distp(v,v;) < 2¢ - distg(s,v;) < 2¢- R



and without loss of generality we may assume that distp(v;—;,v) < 2‘2;R = ¢. R. We then have
distr(s,v) < disty(s,v;_y) + disty(vi_1,v)
< distg(s,vi_1)+e- R
<R+e¢-R=(1+¢€¢)-R
D

A similar idea was recently used in the distributed computation literature by Awerbuch and cowork-
ers [1] for constructing spanning trees with small diameter and small weight. However, our algorithm
treats the bounded-radius minimum spanning tree problem, while they treat the tree diameter instead.

Moreover, our method involves a simpler construction with tighter performance bounds.

4 Bounded Radius Steiner Tree Global Routing

In the previous section, we treated the bounded radius minimum spanning tree problem, where each
net N is routed in an underlying routing graph G = (V, E) with V = N. As noted above, the spanning
tree routing has proved useful in cell-based design. However, for building-block design the underlying

routing graph is based on the channel intersection graph {4], and a net N is a subset of the vertices of

G.

In this case, the BRMRT problem is actually the Bounded Radius Optimal Steiner Tree
(BROST) problem, and the channel intersection points (i.e., the nodes in V' — N} are potential Steiner

points. The following is immediate:
Lemma: The BROST problem is NP-complete.
Proof: Setting ¢ = oo yields the graph Steiner problem, which is known to be NP-complete {10].

Our approximation algorithm for the bounded radius optimal Steiner tree problem is similar to the
algorithm presented in Section 3. Note that given any approximate Steiner tree T, we can use the
approach of Section 3 to construct a routing tree with cost within (1 + 1) - cost(T), and with radius
within (1 4 ¢€) - r(7). Our algorithm uses a heuristic of Kou, Markovsky and Berman (KMB) {16] to

build a Steiner tree in the underlying routing graph having cost within a factor 2 of optimal.2

2Given a graph ¢ = (V, E) and a net of terminals N C V, the method of Kou, Markovsky and Berman is as follows.
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We construct the depth-first tour of the heuristic Steiner tree. Next, we traverse the tour, adding
to M STy the shortest paths from the source to the appropriate vertices of the tour, as in Section 3.
Finally, we compute the shortest path tree in the resulting graph and output the union of the shortest
paths from the source to all terminals in N (which includes intermediate non-terminal nodes on the
shortest paths as Steiner points). Note that the cost of the tour will be at most 4 times the optimal

Steiner tree (T,,:) cost. Thus, the resulting routing tree cost is at most 2- (1 + 1) times optimal.

Theorem 3: For any weighted graph G = (V, E), node subset N C V and parameter €, the routing

tree T constructed by our algorithm has cost(T) < 2- (14 1) - cost(Top: ), and radius r(T) < (1+¢€) - R.

Proof: By our previous arguments, ~(T) < (1+¢)- R. In addition, cost(T) < (1+ 1) - cost(T), where
T' is the approximate Steiner tree produced by the method of [16]. Since cost(T) < 2 cost(Topt), we

have cost(T) < 2- (14 1) - cost(Top). D

Well-known results which bound the s‘g I":‘T" ratio in various metrics can be combined with Theorem

3 to yield even better bounds whenever the edge weights correspond to a metric (e.g., Manhattan or

Euclidean). To illustrate this, we give two immediate examples:

Corollary 1: Given a set of terminals N in the Manhattan plane and a real parameter ¢, our algorithm
will produce a routing tree T with cost bounded by % - (14 1) times optimal, and r(T) bounded by

{1 + €) times optimal.

Proof: By a result of Hwang [9], the rectilinear minimum spanning tree gives a % approximation to

the optimal Steiner tree. We then apply an argument similar to that of Theorem 3. O

Corollary 2: Given a set of terminals N in the Euclidean plane and a real parameter ¢, our algorithm
will produce a routing tree T with cost bounded by 725 - (14 1) times optimal, and r(T} bounded by

(1+ €) times optimal.

Proof: By a recent result of Du and Hwang [7], the Euclidean minimum spanning tree gives a 723

approximation to the optimal Steiner tree. We again apply the basic argument of Theorem 3. 0O

First, construct the complete graph over N with each edge weight equal to the cost of the corresponding shortest path in
G. Compute T, the minimum spanning tree of this complete graph, and expand each edge of T into the corresponding
shortest path, yielding a subgraph G’ that spans N. Finally, compute the minimum spanning tree T' of G, and delete
edges from T until all leaves are nodes of N. Output the resulting tree.

11



5 Experimental Results

Both approximation algorithms, for bounded radius minimum spanning tree routing and for bounded
radius optimal Steiner tree routing, were implemented in ANSI C for the Sun-4, Macintosh and IBM
environments; code is available from the authors upon request. The algorithms were respectively tested
on a large number of random pointsets, and on channel intersection graphs of random block placements.

These are standard testbeds which capture the statistical properties of signal nets in actual layouts.

The bounded radius minimum spanning tree algorithm was tested on random pointsets generated
from a uniform distribution in the grid. Results are summarized in Figure 6, which clearly shows the
tradeoff between routing cost and maximum delay. As ¢ decreases, both the cost and radius curves
shift monotonically from that of the minimum spanning tree to that of the shortest path tree. More

detailed data is given by Table 1 in Appendix 1.

The approximation algorithm for the bounded radius optimal Steiner tree problem was tested on
random block layouts in the grid; these were generated by adding a fixed number of non-overlapping
blocks, with length, width and lower-left coordinates all uniformly distributed. Given a block design,
nets with terminals on the block peripheries were routed within the corresponding channel intersection

graph. An example of the output from our algorithm is shown in Figure 5.

A detailed summary of experimental results for Steiner routing in block designs is contained in
Table 2 of Appendix I. Once again, the simulations confirm the tradeoffs inherent in the bounded-
radius routing approach. Note that although our construction starts with the heuristic Steiner tree of
Kou, Markovsky and Berman, our routing solution may in some cases have smaller cost than the KMB
tree. In all cases, the radius of our routing tree is no larger than that of the KMB tree. This too is

reflected in the experimental data.

6 Conclusions

We propose a new, provably good general algorithm for spanning tree global routing in arbitrary

design methodologies ranging from cell-based to building-block design. Our global router is based on

12
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Figure 5: A set of placed modules and their channel intersection graph. The high-
lighted tree is the routing produced by our algorithm.

a routing tree construction where both the total wirelength and the maximum delay of the routing
are bounded by constant factors away from optimal, settling an open problem proposed in [2]. Our
approach readily extends to Steiner tree routing in arbitrary weighted graphs, where again the routing
tree is only a small constant factor away from optimal in terms of both cost and radius. Extensive
simulations over geometric routing graphs as well as channel intersection graphs derived from random
block designs confirm that our approach gives very good performance. The results of Section 5 indeed
exhibit a smooth tradeoff between the competing requirements of minimum delay and minimum total

wirelength.

Based on our methods for constructing bounded radius routing trees, the global routing procedure
will work as follows. We route all nets, one by one, according to their priorities. For each net, we
construct a bounded radius minimum spanning tree or bounded radius minimum Steiner tree using
the algorithms presented in Sections 3 and 4. The parameter ¢ is either given by the user or computed
based on an estimation of the timing constraints for the net. The cost of each edge in the routing
graph is a function of wirelengths, channel capacities, and the distribution of current channel densities.

After routing each net, we update the edge costs in the routing graph. After all nets are routed, we

13
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Figure 6: These charts illustrate the smooth tradeoff induced by our algorithm
between total routing cost and maximum signal delay. In both cases the envelope
of performance lies between the shortest path tree and the minimum spanning tree,
and the parameter ¢ determines the exact tradeoff.

may compute the timing-critical paths and, if necessary, further reduce the interconnection delay by

re-routing some critical nets based on more accurate distributed RC delay models.

Our algorithms readily extend to other norms and to alternate geometries (e.g., 45- or 30-60-90-
degree routing regimes). There are several remaining open problems, such as the complexity of the
bounded radius minimum spanning tree problem for points in the plane, or how to choose an MST

with minimum radius when the MST is not unique.
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7 Appendix I: Experimental Results

7.1 Data for Random Nets

The following table gives minimum, maximum, and average values of the routing tree radius and the
SPT radius, as well as the routing tree cost and the shortest path tree cost, all represented as fractions
of the corresponding values for the minimum spanning tree. The data shown represents averages over
50 random pointsets for each cardinality. The points were independently and uniformly distributed in
the unit square, and the source was selected to be one of the terminals at random.

net tree radius of Shortest Path m tree cost of Shortest Path
€ size our algorithm tree radius our algorithm tree cost
min ave | max min ave | max min ave | max min ave | max

0.01 5 0.55 | 0.85 | 1.00 0.55 | 0.85% 1.00 100 [ 1.29 | 1.86 1.00 | 1.29 | 1.86
0.01 8 040 | 0.77 | 100 0.40 | 0.77 | 1.00 )){ 1.02 | 1.38 | 2.33 1.02 | 1.38 | 2.33
0.01 10 033 | 0,74 | 1.00 0.33 | 0.74 | 1.00 1.04 | 1.48 | 2.28 1.04 | 1.48 | 2.28
0.01 15 0.37 | 0.65 | 0.95 0.37 | 0.69 | 0.95 1.15 | 1.50 | 2.02 1.15 | 1.50 | 2.02
0.01 25 0.26 | 0.60 | 0.57 0.25 | 0.60 | 0.97 1.34 | 1.72 | 2.66 1.34 ¢ 1.72 | 2.66
0.10 5 0.44 § 0.82 1.00 0.44 j 0.81 1.00 1.00 | 1.25 | 1.84 1.00 f 1.30 | 1.96
0.10 8 0.43 | 0.74 | 1.00 0.43 { 0.74 | 1.00 1.03 | 1.35 | 1.99 1.03 | 1.41 1.98
0.10 10 0.38 | 0.71 1.00 0.38 | 0.70 | 1.00 1.00 | 1.39 | 1.96 1.06 | 1.45 | 2.25
0.10 15 0.27 | 0.65 1.00 0.27 | 0.65 | 1.00 120 1 153 | 2.66 1.20 | 1.60 | 2.71
0.10 25 034 | 0.64 | 0.94 0.34 | 0.63 | 0.93 1.25 | 1.57 | 2.03 1.25 | 1.66 | 2.16
0.25 5 047 | 0.80 | 1.00 0.47 | 0.77 | 1.00 1.00 | 1.17 | 1.72 1.00 | 1.30 | 2.25
0.25 8 0.40 | 0.81 1.00 0.39 | 0.7 § 1.00 100 | 1.22 | 1.82 “ 1.00 | 138 | 1.91
0.25 10 038 | 0.77 | 1.00 038 | 0,74 | 1.00 1.01 | 1.29 | 1.72 1.04 | 147 | 2.08
0.25 15 0.39 | 0.67 | 0.95 0.39 | 0.65 1 0.95 113 | 1.41 | 2.05 1.19 | 1.58 | 3.18
0.25 25 0.37 | 0.62 | 0.88 0.37 | 0.60 | D.85 1.21 | 1.51 1.86 1.30 | 1.72 | 2.28
0.50 5 0.57 | 0.0 | 1.00 0.47 | 0.85 1.60 1.00 | 1.15 | 1.60 1.00 | 1.25 | 2.04
0.50 8 048 | 0.74 | 0.99 0.46 | 0.69 | 0.99 1.00 | 1.22 | 1.66 102 | 1.37 | 1.94
.50 10 042 | 0.81 1.00 037 | 0.75 | L.OO 1.00 | 1.23 | 1.57 102 | 1.45 } 2.05
0.50 15 0.44 | 0.72 | 0.99 0.42 | 0.69 | 0.99 1.11 | 1.29 | 1.53 113 § 1.54 ] 1.94
0.50 25 0.33 [ 0.66 | 0.97 0.31 | 0.63 | 0.97 117 | 1.34 | 1.73 132 { 1601 2.14
0.75 5 06.58 | 0.87 { 1.00 040 § 0.78 | 1.00 100 | L10 | 1.44 1.00 } 1.26 | 1.90
0.75 B 0.52 1 0.77 | 1.00 045 | 0.70 | 1.00 1.00 ¥ 117 | 1.40 111 | 1.40 | 2.15
0.75 10 0.51 | 0.78 | 1.00 0.44 | 0.71 1.00 1.00 | 1.20 | 1.54 109 | 1.63 | 2.34
0.75 15 0.45 | 0.72 1.00 0.39 | 0.67 | 0.94 1.03 | 1.23 | 1.66 1.11 | 1.54 | 2.40
0.75 25 0.36 | 0.64 | 0.98 0.34 | 0.59 | 0.92 1.08 { 1.29 | 1.58 1.23 | 1.68 | 24D
1.00 5 0.66 | 0.95 1.00 0.56 [ 0.83 | 1.00 1.00 ] 1.03 | 1.30 1.00 | 1.22 | 1.90
1.00 <] 0.56 | 0.84 | 1.00 0.44 | 0.74 | 0.95 100 | 1.11 | 1.31 112 | 1.37 | 1.96
1.00 10 0.51 | 0.81 1.00 0.50 | 0.73 | 1.00 1.00 | 1.33 | 1.47 103 | 145 | 1.96
1.00 15 0.44 | 0.73 | 1.00 0.30 | 0.66 | 0.97 100 | 129 ] 1.4 1.14 | 1.61 | 2.28
1.00 25 0.32 | 0.66 | 0.99 0.31 | 0.61 | 0.93 1.11 | 1.25 ] 143 1.37 | 1,71 | 2.38
2.00 5 0.84 | 0.99 | 1.00 050 | 0.78 | 1.00 1.00 | 1.01 1.15 1.00 [ 1.30 | 2.03
2.00 8 0.47 | 093 | 1.00 0.40 | 0.72 | 0.94 1.00 | 1.05 | 1.22 1.03 | 148 | 2.06
2.00 10 0.51 | 0.86 | 1.00 0.33 | 0.69 | 1.00 1.06 | 1.07 | 1.23 1.10 | 1.50 | 2.28
2.00 15 048 | 0.86 | 1.00 0.35 | 0.69 | 1.00 1.00 | 1.08 | 1.19 1.18 | 1.49 | 1.95
2.00 25 0.36 } 0.74 | 1.00 0,23 | 0.60 | 1.00 1.01 | 1.12 | 1.27 1,25  1.68 | 2.31
3.00 3 0.80 § 0.99 1.00 0.45 | 0.77 | 1.00 1.00 | 1.00 | 1.10 1.00 § 1.35 | 2.84
3.00 8 0.67 | 0.96 1.00 0.44 1 0.71 1.00 1.00 | 1.01 | 1.12 1.04 | 1.50 | 2.46
3.00 10 0.69 | 0.96 1.00 0.50 | 0.73 | 1.00 1.00 § 1.03 | 1.17 112 | 1.48 | 2.51
3.00 15 0.44 | 0.91 1.00 0.36 | 0.70 | 0.98 1.00 | 1.05 | 1.13 1.07 | 1.56 | 2.12
3.00 25 0.40 | 0.81 1.00 0.30 | 0.61 | 0.89 1.00 | 1.08 | 1.22 1.34 | 1.67 | 2.40

Table 1: Heuristic tree and shortest path tree radius and cost statistics for ran-
dom pointsets, expressed as a fraction of the corresponding minimum spanning tree
values.
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7.2 Channel Intersection Graphs for Random Block Designs

The following table gives minimum, maximum, and average values of the routing tree radius and the
SPT radius, as well as the routing tree cost and the shortest path tree cost, all represented as fractions
of the corresponding values for the heuristic tree of Kou, Markovsky and Berman. The data shown
represents averages over 50 sets of 15 randomly placed modules, with random sets of terminals being
routed within the channel intersection graph. Again, the source node was selected to be one of the

terminals at random.

net tree radius of Shortest Path tree cost of M Shortest Path
£ size our alﬁorithm tree radius our algorithm tree cost

min ave | max min ave | max min ave | max min ave max
0.10 3 0.63 { 0.93 | 1.00 0.63 1093 [ 1.00 091 ] 1.12 | 1.42 0.91 1 1.12 ] 1.42
0.10 4 0.50 { 0.90 | t.00 0.5¢ {1 0.90 | 1.00 096 | 1.14 | 1.69 096 | 1.14 { 1.69
0.10 5 0.43 | 0.84 | 1.00 0.43 | 0.84 | 1.00 099 | 1.17 | 151 0.99 | 1.18 | 1.57
0.10 7 0.42 | 0.82 | 1.00 0.42 | 6.82 | 1.00 0.9 { 1.14 | 1.45 0.99 | 1.15 | 1.47
0.10 10 0.51 | 0.82 | 1.00 051 | 0.82 | 1.00 1.00 | 1.22 | 1.58 1.00 | 1.22 | 1.58
0.10 15 0.31 | 0.81 | 1.00 031 | 0.80 | 1.00 1.02 | 1.21 | 1.53 1.02 | 1.22 | 1.53
0.25 3 0.55 | 0.89 | 1.00 0.55 | 0.89 | 1.00 095 | 1.14 | 1.49 0.95 [ 1.17 | 1.73
0.25 4 0.59 0.94 1.00 0.59 0.93 1.00 1.00 1.10 1.52 1.00 1.14 1.52
0.25 5 0.51 0.90 1.00 0.51 0.88 1.00 1.00 1.11 1.56 1.00 1.16 1.59
0.25 7 0.53 0.86 1.00 0.53 0.85 1.00 0.98 1.18 1.72 0.98 1.23 1.83
0.25 10 0.58 0.83 1.00 0.58 0.83 1.00 1.00 1.18 1.45 1.01 1.18 1.56
0.25 15 0.46 0.77 1.00 0.46 0.75 1.00 1.00 1.16 1.34 1.03 1.19 1.48
0.50 3 0.60 | .94 | 1.00 0.60 | 0.94 | 1.00 0.89 | 1.09 | 1.57 1.00 | 1.14 | 1.61
0.50 4 0.55 | 0.88 | 1.00 0.52 | 0.86 | 1.00 098 | 1.11 | 1.43 1.00 | 1.16 | 1.51
0.50 5 043 | 0.89 | 1.00 0.43 | 0.87 | 1.00 0987 | 1.15 | 1.68 0.97 | 1.23 | 1.61
0.50 7 0.48 | 0.86 | 1.00 0.45 | 0.82 | 1.00 0.96 | 1.11 | 1.41 0.96 | 1.20 | 1.61
0.50 10 0.42 | 0.80 | 1.00 0.42 | 0.77 | 1.00 098 | 1.17 | 1.50 1.00 | 1.27 | 1.58
0.50 15 0.40 | 0.78 | 1.00 040 | 0.75 | 1.00 096 | 1.15 | 1.41 096 | 1.19 | 1.51
0.75 3 0.57 | 0.96 | 1.00 054 | 0.92 | 1.00 1.00 | 1.06 | 1.40 096 | 1.17 | 1.67
0.75 4 0.66 | 0.5 | 1.00 0.51 | 0.90 | 1.00 1.00 | 1.05 | 1.29 1.00 | 1.16 | 1.75
0.75 5 0.52 0.93 1.00 0.51 0.90 1.00 0.98 1.06 1.33 1.00 1.19 1.587
0.7% 7 0.29 0.86 1.00 0.29 0.81 1.00 0.99 1.10 1.35 1.00 1.17 1.51
0.75 10 0.54 | 0.84 | 1.00 0.45 | 0.79 | 1.00 098 | 1.13 | 1.37 1.02 | 1.27 | 1.69
0.75 15 0.42 | 0.82 § 1.00 042 ¢ 0.78 | 1.00 101 | 1.14 | 1.41 1.00 { 1.21 ) 1.76
1.00 3 0.65 | 0.99 { 1.00 0.57 { 0.93 [ 1.00 0.89 | 1.02 | 1.27 039 | 1.14 | 1.72
1.00 4 064 | 099 | 1.00 0.54 | 0.51 1.00 0.87 | 1.02 | 1.19 1.00 | 1.15 1 1.71
1.00 5 0.67 0.95 1.00 0.48 0.86 1.00 1.00 1.09 1.38 1.00 1.23 1.87
1.00 7 055 | 0.92 | 1.00 0.55 | 0.84 | 1.00 1.00 | 1.09 | 1.37 1.00 | 1.21 | 1.58
1.00 10 0.53 | 0.90 | 1.00 0.47 | 0.81 | 1.00 086 | 1.10 | 1.32 1.01 | 1.22 | 1.69
1.00 15 047 | 0.85 | 1.00 047 | 0.78 | 1.00 098 | 1.11 1 1.30 0.7 | 1.21 | 1.71
2.00 3 1.00 1.00 1.00 0.62 0.92 1.00 1.00 1.00 1.00 1.00 1.13 1.51
2.00 4 0.71 0.99 1.00 0.55 0.89 1.00 0.92 1.01 1.26 0.92 1.15 1.59
2.00 5 0.61 0.99 1.00 0.59 0.85 1.00 1.00 1.02 1.23 1.00 1.19 1.64
2.00 7 0.49 | 0.97 | 1.00 0.43 | 0.80 | 1.00 095 | 1.03 | 1.22 0.97 | 1.22 | 1.59
2.00 10 0.49 | 0.83 | 1.00 0.45 | 0.81 1.00 1.00 | 1.05 | 1.25 1.02 ]| 126 | 1L.75
2.00 15 0.46 | 0.883 | 1.00 045 | 0.76 | 1.00 0.99 | 1.06 | 1.21 1.06 | 1.25 | 1.49
3.00 3 1.00 1.00 1.00 0.58 0.92 1.00 1.00 1.00 1.00 1.00 1.14 1.79
3.00 4 0.76 § 1.00 § 1.00 0.59 | 0.88 | 1.00 1.00 | 1.00 | 1.13 0.97 | 1.14 | 1.638
3.00 5 1.00 | 1.00 | 1L.00 0.50 | 0.85 | 1.00 1.00 | 1.0 | 1.12 0.91 | 1.15 | 1.50
3.00 7 0.76 0.98 1.00 0.49 0.85 1.00 1.00 1.01 1.11 1.00 1.23 1.83
3.00 10 0.73 0.98 1.00 0.50 0.78 1.00 0.97 1.01 1.11 1.00 1.23 1.60
3.00 15 n48 | 0.96 | 1.00 044 | 0.77 | 1.00 089 | 1.03 { 117 098 | 1.20 | 1.51

Table 2: Heuristic tree and shortest path tree radius and cost statistics for random
block designs, expressed as fractions of the corresponding KMB tree values.
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