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Abstract.

The properties that make a fast counter suitable for many applications are: i) a high
counting rate, independent of the counter size, ii) a binary output that can be read on-the-fly, iii)
a sampling rate equal to the counting rate, and iv) a regualr implementation suitable for VLSL
We describe the implementation of a counter having these properties. The minimum period of
the counter is equal to the delay of one half adder plus the delay of loading a flip-flop. Both a
modulo-2" and the more general modulo-p cases are considered.

1, Introduction

Fast counters are of importance in many applications in communication and measuring
devices. The basic properties that such a counter should have are summarized by David Chu in a
recent paper [1]. They are: i) a high counting rate, preferably independent of the counter size; i)
a binary output that can be read on-the-fly; iii) a sampling rate equal to the counting rate; and v)
a regular implementation suitable for VLSL

As also stated in [1], an especially simple implementation is a ripple counter. However,
the asynchronous operation of such a counter makes reading the value difficult (because the
whole counter has to be stable) and reduces the maximum counting rate, especially for large
counters. The alternative conventional synchronous counters can be read without problems but
the complexity of the logic when the size of the counter increases limits the counting rate. Asyn-
chronous and synchronous counters are discussed in several texbooks, see for example [2].

We present an implementation of a modulo-p counter that has the desired properties. Its
minimum period is independent of the counter size and equal to the delay of one half adder plus
the delay of loading a flip-flop. The counter is synchronous and produces the count in a radix-2
representation so that it can be read on-the-fly. Moreover, the implementation is very regular and
with localized connections, so that it can be implemented efficiently in VLSL

2. Modulo-2" Counter

We first describe the implementation of a modulo-2" counter; in the next section we con-
sider the more general modulo-p case.



Assume, for simplicity in the description, that N = 2", that is, the counter is a 2"-bit
binary counter. An example is a 64-bit counter used as a modulo-2%* counter (that is, counting
from 0 to 254~1). The 2"-bit counter is implemented recursively by two modules M and M,.
Module M is a n-bit counter and module M, is a (2" —n)-bit counter, as shown in Figure 1(a).
Module M, is implemented by an (2"-n)-bit incrementer, a ring counter modulo-2”, and a
(2" -n )-bit register. The register, which contains the corresponding portion of the count, is load-
ed when the ring counter reaches the value n—1.

If the output value and the ring counter are both initialized to O, the operation is that of a
2% _bit counter, since the register of module M, is loaded with the incremented value when
module M | changes from 27 -1 to 0. This is illustrated in Figure 1 (b) for a 5-bit counter.

Module M, is implemented by dividing it into two modules in the same manner as the
original counter, that is into a (f]ogzn )-bit counter and a (n—rlogzn }-bit counter. This pro-

cess is continued until the smaller module is a 1-bit counter. The resulting implementation con-
sists of m modules M;,i =1,..m.

As an example consider the implementation of a 64-bit counter. The recursive division
results in a 58-bit counter, a 3-bit counter, a 2-bit counter and a 1-bit counter, as shown in Figure
2.

To analyze the maximum counting rate, assume that each incrementer is implemen'ted as
a linear array of half adders (Figure 3). In such a case, the delay of a k-bit incrementer is of &
half adders. Moreover, observe the following two facts, as illustrated in Figure 3b:

i) The register of the i h module is updated every k; cycles and the complete subcounter
to its right corresponds to a modulo-4; counter.

ii) The incrementer of the i** module is at most ; bits wide.

Because of fact i) the propagation of the incrementation in module i should have a delay
of at most k; cycles. Since the width is at most k; bits, this results in a minimum cycle of one
half adder (plus the loading of one flip-flop).

Note that since the delay in the rightmost 1-bit counter is also of one half adder, it is not
necessary to use in the longer incrementers a faster implementation, such as a carry lookahead,
for example.

3. Modulo-p counter

The counter described in Section 2 can be used for a modulo-p counter, with p < 2V To
achieve this type of operation, the counter register has to be reset when the count corresponds to
p—1. To detect the value p—1 several comparators are used, one per module. We now consider
the effect of the delay of these comparators in the counting rate and develop a mode of operation
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Figure 1. (a) Modulo - 2" Counter Scheme, (b) Example
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that minimizes this effect.

Suppose that the value (p—1) is represented by the digit vector P such that

P =@p:Pn-1,- -+ P22P1)

so that the value is

m
p—1=Ypik;

i=1

where

K =(km!km—l' e s k2’k1)

are the weights of this representation and k; is, as in Section 2, the number of cycles between

consecutive .u}ladatings of the register of module i. Consequently, the comparator of the j*

module has ¥ p;k; + 1 cycles for the comparison, since this is the number of cycles between the
i=1

last updating of the j " module and the time when equality has to be detected.

Example. Consider the case where p—1 is represented as follows:
(p-1)=511,53,1

and
K =6482,1 (for a 64-bit counter)

Then, when the left-most module is updated to 511 (and the others to 0), the comparator
of the left-most module has 5x8 + 3x2 + 1x1 +1 cycles to finish the comparison.

Since the values of these p;’s can be 0, in the worst case there is only one cycle for the
comparison. This would require an unacceptably fast comparator to achieve the maximum
counting rate discussed in the previous section. Therefore, a modified mode of operation has to
be developed.

To avoid the before mentioned problem, we make the comparator of module j detect the
value (p; — 1) mod k; (instead of p;). This allows the comparator to have a full k; cycles to per-
form the comparison. Since module / is at most £; bits wide, a simple iterative comparator has
enough time to perform the comparison (since the delay per bit is not larger than that of the in-
crementer).



Now, the condition “count equal to p;" is obtained when the output of the comparator is
1 AND the count value is to be updated (from p;=1 to p;). When this condition is detected, a
flip-flop FF, is set. The value p—1 is obtained when all flip-flops are set.

Example. Suppose again that p—1 =511, 5,3, 1 and K =64,8,2,1 (for a 64-bit counter). Then the
comparators are set to 510, 4, 2, 0, respectively. The sequence of setting of the flip-flops is
described by the following table.

Module 4 3 2 1
510 X X X
510 7 3 1
511 FF 0 0 0
511 FF 4 3 1
511FF | 5FF 0 0
511 FF | SFF 1 1
511FF | 5FF | 2FF 0
511FF | 5FF | 2FF | 1FF

The value p—1 is detected by the AND function of the flip-flop outputs. Since the flip-
flops are set in sequence an implementation using an iterative network of 2-input AND gates is
suitable; this results in a delay of one 2-input AND gate in the last cycle. A problem arises when
the representation of p—1 terminates in a sequence of 0's, that is, p—1 =xx,....0,0,0, since in
this case all flip-flops corresponding to the zeros are set at the same time. Consequently, the de-
lay of the iterative AND gate would increase the cycle time. To solve this, whenever p—1 has a
representation which ends in more than one zero, the counter is modified to detect p—2, whose
representation ends in a sequence of 1’s. This detection can use the iterative AND discussed be-
fore. To implement the detection of p—1, one additional cycle is used. The implementation of a
modulo-p counter is shown in Figure 4.
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